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# BÀI THỰC HÀNH 1 – ĐIỀU KHIỂN 8 LED

![A diagram of a circuit board

Description automatically generated](data:image/png;base64,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)

## main.c

|  |  |
| --- | --- |
| main.c | #include <REGX52.h>  void delay\_ms(int t){      int i;      for( i = 0; i < t\*12; i++);  }  void main(){      int LEDs = 0;      P0 = LEDs;      delay\_ms(500);      do{          LEDs = (LEDs<<1) + 1;          P0 = LEDs;          delay\_ms(500);      }while(LEDs < 0xFF);      do{          LEDs = (LEDs>>1);          P0 = LEDs;          delay\_ms(500);      }while(LEDs > 0);  } |

# BÀI THỰC HÀNH 2 – ĐÈN GIAO THÔNG (SIM)

## Proteus

![A screenshot of a computer
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## main.h

|  |  |
| --- | --- |
| main.h | #include <REGX52.h>  #define RED 0x21  #define YELLOW 0x12  #define GREEN 0xC  #define MANUAL 0x0  #define AUTO 0x1  #define LED\_OFF 0xa  sbit G0  = P3^6;  sbit G1  = P3^7;  sbit AutoIndicator = P3^5;  int Manual\_Auto = AUTO;  int RED\_GREEN\_SET = RED;  int STATE   = RED; // main direction  int COUNT\_0;  int COUNT\_1;  const int DIGIT[] = {0X3F, 0X06, 0X5B, 0X4F, 0X66, 0X6D, 0X7D, 0X07, 0X4F, 0X0};  #define LED P1  // Note: Active-Hight  #define TRAFFIC\_LIGHT P2  //            | traffic light 1 | traffic light 0 |  // P2: [x][x]      [G][Y][R]         [G][Y][R]  // Note: Active-Hight  void delay(unsigned int t){      unsigned int i;      for(i = 0; i < 12\*t; i++);  }  void INITIAL(){      // Config <interrupt enable> for INT0 and INT1      // NOTE:      //      INT0 - Manual/Auto      //      INT1 - RED/GREEN      EX0 = 0x1; //8'b0000\_0101      EX1 = 0x1; //8'b0000\_0101      // Config <interrupt triger> for INT0 and INT1      // NOTE: triggered at falling edge      IT0 = 0x1;      IT1 = 0x1;      // Enable all interrupts according to individual enable bits      EA  = 0x1;      // Turn on AutoIndicator      AutoIndicator = 1;  }  void eINT0\_ACTION(void) interrupt 0 {      Manual\_Auto = (Manual\_Auto==MANUAL)?(AUTO):(MANUAL);      if(Manual\_Auto == AUTO)          AutoIndicator = 0x1;      else          AutoIndicator = 0x0;  }  void eINT1\_ACTION(void) interrupt 2 {      RED\_GREEN\_SET = (RED\_GREEN\_SET==RED)?(GREEN):(RED);  }  void SET\_LED(unsigned int CODE){      //CODE = 0x0 : turn off      LED = DIGIT[CODE];  }  void DISPLAY(unsigned int second){      unsigned int i;      unsigned int k;      unsigned int delay\_t = 10;      for(k = 0; k < second; k++){          for(i = 0; i < 1200/(4\*delay\_t); i++){              G0 = 0; G1 = 0; SET\_LED((COUNT\_0/10)%10);              delay(delay\_t);              G0 = 0; G1 = 1; SET\_LED((COUNT\_1/10)%10);              delay(delay\_t);              G0 = 1; G1 = 0; SET\_LED(COUNT\_0%10);              delay(delay\_t);              G0 = 1; G1 = 1; SET\_LED(COUNT\_1);              delay(delay\_t);          }          if(COUNT\_0 > 0){              COUNT\_0 = COUNT\_0 - 1;          }          if(COUNT\_1 > 0){              COUNT\_1 = COUNT\_1 - 1;          }      }  }  void SET(int CODE){// cho huong chinh      switch (CODE){          // 0: GREEN -> YELLOW -> RED          // 1: RED   -> RED    -> GREEN          case RED:              if (STATE == RED) return;              if (STATE != YELLOW){ // -> GREEN                      TRAFFIC\_LIGHT = 0xA;// -> Change [0] to YELLOW                      COUNT\_0 = 2;                      DISPLAY(2);// wait in 2 secconds              }              TRAFFIC\_LIGHT = RED; //-> change to RED              STATE = RED;              break;            // 0: YELLOW          // 1: YELLOW          case YELLOW:              SET\_LED(10);              TRAFFIC\_LIGHT = 0x12;              STATE = YELLOW;              COUNT\_0 = 0;              COUNT\_1 = 0;              break;            // 0: RED   -> RED    -> GREEN          // 1: GREEN -> YELLOW -> RED          case GREEN:              if (STATE == GREEN) return;              if (STATE != YELLOW){// is RED                      TRAFFIC\_LIGHT = 0x11;//00 010 001                      COUNT\_1 = 2;                      DISPLAY(2);// wait in 2 secconds for Yellow              }              TRAFFIC\_LIGHT = GREEN;              STATE = GREEN;              break;      }  } |

## main.c

|  |  |
| --- | --- |
| main.c | #include "main.h"  void main(){      INITIAL();      delay(1000);      while(1){              if(Manual\_Auto == AUTO){                  SET(RED);                  COUNT\_0 = 7;                  COUNT\_1 = 5;                  DISPLAY(5);                    SET(GREEN);                  COUNT\_0 = 5;                  COUNT\_1 = 7;                  DISPLAY(5);              }else{                  LED = 0;                  if(RED\_GREEN\_SET == RED)                      SET(RED);                  else                      SET(GREEN);                  delay(100);              }      }  } |

# BÀI THỰC HÀNH 3 – LỊCH VẠN NIÊN (SIM)

## Proteus

![A diagram of a circuit board
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## LCD16X2\_CMDs.h

|  |
| --- |
| #define LCD\_ON\_CURSOR\_ON            0x0F  //LCD ON, cursor ON  #define CLEAR\_SCREEN                0x01  //Clear display screen  #define RETURN\_HOME                 0x02  //Return home  #define LEFT\_SHIFT\_CURSOR           0x04  //Decrement cursor (shift cursor to left)  #define RIGHT\_SHIFT\_CURSOR          0x06  //Increment cursor (shift cursor to right)  #define LEFT\_SHIFT\_DISPLAY          0x05  //Shift display right  #define RIGHT\_SHIFT\_DISPLAY         0x07  //Shift display left  #define DISPLAY\_ON\_CURSOR\_BLINKING  0x0E  //Display ON, cursor blinking  #define SET\_CURSOR\_0x\_0y            0x80  //Force cursor to beginning of first line  #define SET\_CURSOR\_1x\_0y            0xC0  //Force cursor to beginning of second line  #define LINEx2\_MAT5x7               0x38  //2 lines and 5×7 matrix  #define CMD11                       0x83  //Cursor line 1 position 3  #define ACTIVATE\_2nd\_LINE           0x3C  //Activate second line  #define LCD\_OFF\_CURSOR\_OFF          0x08  //Display OFF, cursor OFF  #define CMD14                       0xC1  //Jump to second line, position 1  #define LCD\_ON\_CURSOR\_OFF           0x0C  //Display ON, cursor OFF  #define CMD16                       0xC1  //Jump to second line, position 1  #define CMD17                       0xC2  //Jump to second line, position 2 |

## LCD16x2.h

|  |  |
| --- | --- |
| LCD16x2.h | */\**  *This lib was made to interfacing with LCD.*  *LCD's pin informatios:*  *\_\_ \_\_ \_\_ \_\_ \_\_ \_\_ \_\_ \_\_ \_\_ \_\_ \_\_ \_\_*  *|  ################################   |*  *|  ################################   |*  *| \_\_ \_\_ \_\_ \_\_ \_\_ \_\_ \_\_ \_\_ \_\_ \_\_ \_\_ \_\_ |*  *| | | | | | | | | |  |  |  |  |*  *1 2 3 4 5 6 7 8 9 10 11 12 13 14*  *pin 0     - VSS - Connected to the ground of the MCU/ Power source*  *pin 1     - VDD - Connected to the supply pin of Power source*  *pin 2     - VEE - Connected to a variable POT that can source 0-5V*  *pin 3     - RS  - Toggles between Command/Data Register*  *pin 4     - RW  - Toggles the LCD between Read/Write Operation*  *pin 5     - E   - Must be held high to perform Read/Write Operation*  *Pin 7-14  - D   - Pins used to send Command or data to the LCD.*  *\*/*  *#ifndef* \_LCD16X2\_H\_  *#define* \_LCD16X2\_H\_  *#include* <stdio.h>  *#include* <REGX52.h>  *#include* "LCD16x2\_CMDs.h"  *#define* uint unsigned int  *#define* WRITE\_MODE              0x0  *#define* READ\_MODE               0x1  *#define* SEND\_CMD\_MODE           0x0  *#define* SEND\_DISPLAY\_DATA\_MODE  0x1  *//  The variables bellow can be edited bases on*  *//  your circuit.*  *//  Set your LCD is in receiving command or receriving display data.*  sbit REGISTER\_SELECT        = P1^5;  *//  Set your LCD is READ mode or WRITE mode (usually write mode, be written by your MCU)*  sbit READ\_WRITE             = P1^6;  *//  Enable your LCD by a negedge pulse*  sbit ENABLE                 = P1^7;  *//  Receive or Transfer data (parallel)*  *#define* DATA\_PORT P2  *//  Make MS\_DELAY by do "nothing"*  static void MS\_DELAY(uint *t*){      uint i;  *for*(i = 0; i < 12\**t*; i++);  }  *//  Make a MONO pulse at ENABLE pin*  *//  MONO pulse: LOW->HIGH (HIGH)\*n HIGH->LOW :))*  void ENABLE\_LCD(){  *//Enable, a high to low pulse need to enable the LCD*      ENABLE = 0x1;      MS\_DELAY(3);      ENABLE = 0x0;  }  *//  To sent command to the LCD.*  void SEND\_BYTE\_COMMAND(unsigned char *CMD*){      DATA\_PORT = *CMD*;      REGISTER\_SELECT = SEND\_CMD\_MODE;      READ\_WRITE   = WRITE\_MODE;      ENABLE\_LCD();  }  *//  To sent a byte of DISPLAY DATA to the LCD.*  void SEND\_BYTE\_DISPLAY(unsigned char *BYTE*){  *// NOTE: BYTE is displayed in ASCII.*      DATA\_PORT = *BYTE*;      REGISTER\_SELECT = SEND\_DISPLAY\_DATA\_MODE;      READ\_WRITE = WRITE\_MODE;      ENABLE\_LCD();  }  *//  To sent an array of byte of DISPLAY DATA to the LCD.*  void SEND\_BYTE\_ARRAY\_DISPLAY(unsigned char *ARR*[], uint *SIZE*){      uint i = 0;  *while*( i < *SIZE* ){          SEND\_BYTE\_DISPLAY(*ARR*[i]);          ++i;      }  }  *//  Set the position of the CURSOR in 16x2 LCD screen.*  void SET\_CURSOR\_POS(uint *ROW*, uint *COL*){  *if*(*ROW* == 0){          SEND\_BYTE\_COMMAND(SET\_CURSOR\_0x\_0y+*COL*);      }  *if*(*ROW* == 1){          SEND\_BYTE\_COMMAND(SET\_CURSOR\_1x\_0y+*COL*);      }  }  *//  Set up your LCD.*  void LCD\_INITIAL(){      SEND\_BYTE\_COMMAND(LCD\_ON\_CURSOR\_OFF);      MS\_DELAY(20);      SEND\_BYTE\_COMMAND(LINEx2\_MAT5x7);      MS\_DELAY(20);      SEND\_BYTE\_COMMAND(CLEAR\_SCREEN);  }  *#endif* |

## DS1307.h

|  |  |
| --- | --- |
| DS1307.h | #ifndef \_DS1307\_H\_  #define \_DS1307\_H\_  #include <REGX52.h>  //#include "STACK\_BUFFER.h"  typedef  unsigned int uint;  typedef  unsigned char uchar;  #define logic\_inverse(x) ((x>0)?(0):1)  #define POW2(x) (1U<<(x))  #define bit\_at(x, i) (((x) & (1U<<(i)))?(1):(0))  #define MASK\_8BIT 0xFF  //  |<-ADDR->   R  //  1101\_\_000   0  #define SLAVE\_ADDR\_W 0xD0 //Slave addr of DS1307 <0x68> concat with #R bit <0>  //  |<-ADDR->   W  //  1101\_\_000   1  #define SLAVE\_ADDR\_R 0xD1 //Slave addr of DS1307 <0x68> concat with W bit <1>  #define CONTROL\_REG\_ADDR 0x07  #define SET\_SCL(LOGIC\_STATE) SCL = (LOGIC\_STATE)?(1):(0)  #define SET\_SDA(LOGIC\_STATE) SDA = (LOGIC\_STATE)?(1):(0)  #define I2C\_WRITE\_TO\_ADDR(ADDR)  ((ADDR<<1)|(0x1))  #define I2C\_READ\_FROM\_ADDR(ADDR) ((ADDR<<1)|(0x0))  enum LOGIC\_LEVEL {LOW = 0, HIGH = 1};  enum SLAVE\_STATE  {ACK = 0, NAK  = 1};  // Config two pins suit for your demand.  // I2C pins  sbit SCL = P0^6;  sbit SDA = P0^7;  //              T\_PEAK  // HIGH:        \_\_\_\_\_\_  //             /      \ T\_PEAK /  // LOW :  \_\_\_\_/        \\_\_\_\_\_\_/  uint T\_WAIT = 2;  // Do stuff things to make delay :v  static void DELAY(uint t){      uint i;      for(i = 0; i < 12\*t; i++);  }  // START CONDITION  //             |---->|  // HIGH:     \_\_\_\_\_\_\_\_  //        SCL        |  // LOW :             |\_\_\_\_  // HIGH:     \_\_\_\_\_  //        SDA     |  // LOW :          |\_\_\_\_\_\_\_  void I2C\_START(){      // DELAY(T\_WAIT);      SET\_SCL(HIGH);      SET\_SDA(HIGH);      DELAY(T\_WAIT);      SET\_SDA(LOW);      DELAY(T\_WAIT);      SET\_SCL(LOW);      DELAY(T\_WAIT);  }  // STOP CONDITION  // HIGH:                  \_\_\_\_\_\_  //        SCL            |  // LOW :             \_\_\_\_|  // HIGH:                     \_\_\_  //        SDA               |  // LOW :             \_\_\_\_\_\_\_|  void I2C\_STOP(){      DELAY(T\_WAIT);      SET\_SCL(LOW);      SET\_SDA(LOW);      DELAY(T\_WAIT);      SET\_SCL(HIGH);      DELAY(T\_WAIT);      SET\_SDA(HIGH);  }  //        |<-T1->|<-T2->|  // HIGH   \_\_\_\_\_\_\_ \_\_\_\_\_\_  // SCL:          |      |  // LOW    \_ \_ \_ \_|      |\_\_\_\_\_\_  void SCL\_MONO\_PULSE(){      DELAY(T\_WAIT);      // wait for somethings (T1)      SET\_SCL(HIGH);      // pull to high      SET\_SCL(LOW);  }  uint RECEIVE\_BIT(){      uint BIT\_DATA;      DELAY(T\_WAIT);      SET\_SDA(HIGH);  DELAY(T\_WAIT); // release SDA line      SET\_SCL(HIGH);  DELAY(T\_WAIT);      BIT\_DATA = SDA; SET\_SCL(LOW);      return BIT\_DATA;  }  uint I2C\_SEND\_BYTE(unsigned char DATA){      uint i = 0;      for( i = 0; i < 8; i++){          SET\_SDA( DATA & 0x80 );          SCL\_MONO\_PULSE();          DATA <<= 1;      }      return RECEIVE\_BIT();  }  void SEND\_ACK(){      DELAY(T\_WAIT);      SET\_SDA(LOW);  // pull SDA to low level to indicate ACK.      SCL\_MONO\_PULSE();      SET\_SDA(HIGH); // idle state  }  void SEND\_NAK(){      DELAY(T\_WAIT);      SET\_SDA(HIGH);  // pull SDA to low level to indicate No ACK.      SCL\_MONO\_PULSE();      SET\_SDA(HIGH); // idle state  }  uint I2C\_RECEIVE\_BYTE(uint ACK\_NAK){      uint i = 0, RCV\_DATA = 0;      for(i = 0; i < 8; i++){          DELAY(T\_WAIT);          RCV\_DATA <<= 1;          RCV\_DATA = RCV\_DATA | RECEIVE\_BIT();      }      if( ACK\_NAK == NAK ) SEND\_NAK();      if( ACK\_NAK == ACK) SEND\_ACK();          return RCV\_DATA;  }  void DS1307\_INIT(){      I2C\_START();      I2C\_SEND\_BYTE(SLAVE\_ADDR\_W);      I2C\_SEND\_BYTE(CONTROL\_REG\_ADDR);      I2C\_SEND\_BYTE(0x0); // Disable the SQW/OUT pin.      I2C\_STOP();  }  void DS1307\_READ(uint \*YEAR, uint \*MONTH, uint \*DAY,                  uint \*HOUR, uint \*MINUTE, uint \*SECOND){      I2C\_START();      I2C\_SEND\_BYTE(SLAVE\_ADDR\_W); // Connect to DS1307      I2C\_SEND\_BYTE(0x0);       // Request Sec RAM address at 00H      I2C\_STOP();      DELAY(T\_WAIT);      I2C\_START();      I2C\_SEND\_BYTE(SLAVE\_ADDR\_R); // Connect to DS1307      (\*SECOND) = I2C\_RECEIVE\_BYTE(ACK);      (\*MINUTE) = I2C\_RECEIVE\_BYTE(ACK);      (\*HOUR) = I2C\_RECEIVE\_BYTE(ACK);      I2C\_RECEIVE\_BYTE(ACK);      (\*DAY) = I2C\_RECEIVE\_BYTE(ACK);      (\*MONTH) = I2C\_RECEIVE\_BYTE(ACK);      (\*YEAR) = I2C\_RECEIVE\_BYTE(NAK);      I2C\_STOP();  }  #endif //\_DS1307\_H\_ |

## LCD16x2\_DATE\_TIME.h

|  |  |
| --- | --- |
| LCD16x2\_DATE\_TIME.h | #ifndef \_LCD16X2\_DATE\_TIME\_H\_  #define \_LCD16X2\_DATE\_TIME\_H\_  #include <stdio.h>  #include <REGX52.h>  #include "LCD16x2.h"  #include "DS1307.h"  #define uchar unsigned char  #define uint unsigned int  int DAY = 0;  int MONTH = 0;  int YEAR = 0;  int SECOND = 0;  int MINUTE = 0;  int HOUR   = 0;  char DATE[] ="DATE: YYYY MM DD";  char TIME[] ="TIME: HH:MM:SS";  int  DAYS\_OF\_MON[]  ={-1, 31, 28, 31, 30, 31, 30, 31, 31, 30, 31, 30, 31};  #define SET\_DD\_MM\_YYYY(DD, MM, YYYY) {DAY = DD%31; MONTH = MM%12; YEAR = YYYY;}  #define SET\_HH\_MM\_SS(HH, MM, SS)    {HOUR = HH%24; MINUTE = MM%60; SECOND = SS%60;}  void GET\_TIME\_DATE(){      //Get date/time from ds1307      DS1307\_READ(&YEAR, &MONTH, &DAY, &HOUR, &MINUTE, &SECOND);      YEAR = (YEAR&0x0F) + (YEAR>>4)&0x0F;      MONTH = (MONTH&0x0F) + ((MONTH>>4)&0x1)\*10;      DAY = (DAY&0x0F) + ((DAY>>4)&0x0F);      HOUR = (HOUR&0xF) + ((HOUR>>4)&0x3);      MINUTE = (MINUTE&0xF) + ((MINUTE>>4)&0x3);      SECOND = (SECOND&0xF) + ((SECOND>>4)&0x3);  }  void FORMAT\_DATE(){      DATE[9]  = (uchar)(YEAR%10) + '0';      DATE[8]  = (uchar)((YEAR/10)%10) + '0';      DATE[7]  = (uchar)((YEAR/100)%10) + '0';      DATE[6]  = (uchar)((YEAR/1000)%10) + '0';      DATE[12] = (uchar)(MONTH%10) + '0';      DATE[11] = (uchar)((MONTH/10)%10) + '0';      DATE[15] = (uchar)(DAY%10) + '0';      DATE[14] = (uchar)((DAY/10)%10) + '0';  }  void FORMAT\_TIME(){      TIME[7] = (uchar)((HOUR/1)%10) + '0';      TIME[6] = (uchar)((HOUR/10)%10) + '0';      TIME[10] = (uchar)((MINUTE/1)%10) + '0';      TIME[9] = (uchar)((MINUTE/10)%10) + '0';      TIME[13] = (uchar)((SECOND/1)%10) + '0';      TIME[12] = (uchar)((SECOND/10)%10) + '0';  }  void DISPLAY(){      SET\_CURSOR\_POS(0, 0);      FORMAT\_DATE();      SEND\_BYTE\_ARRAY\_DISPLAY(DATE, 16);      SET\_CURSOR\_POS(1, 0);      FORMAT\_TIME();      SEND\_BYTE\_ARRAY\_DISPLAY(TIME, 14);  }  #endif |

## main.c

|  |  |
| --- | --- |
| main.c | #include "DS1307.h"  #include "LCD16x2\_DATE\_TIME.h"  void main(){      LCD\_INITIAL();      //SET\_HH\_MM\_SS(23, 59, 55);      //SET\_DD\_MM\_YYYY(3, 2, 2004);      DS1307\_INIT();      DISPLAY();      while(1){          GET\_TIME\_DATE();          DISPLAY();          MS\_DELAY(100);      }  } |

# BÀI THỰC HÀNH 4 – ĐÈN GIAO THÔNG

## main.h

|  |  |
| --- | --- |
| main.h | // #ifdef \_MAIN\_H\_  // #define \_MAIN\_H\_  //---------- Include -----------  #include <REGX52.h>  #include <stdio.h>  //---------- Macros -----------  #define elif else if  #define DECREASE\_ONE(VAR) VAR = (VAR>0?(VAR-1):VAR)  #define RED 0x1  #define YELLOW 0x2  #define GREEN 0x4  #define LED\_OFF 0xA  #define MANUAL 0x0;  #define AUTO 0x1;  #define R\_DIGIT 0xB  #define Y\_DIGIT 0xC  #define G\_DIGIT 0xD  //RETURN CODE DESCRIPTION:  //  0x1  : RED  //  0x2  : YELLOW  //  0x4  : GREEN  //---------- Type defines -----  typedef unsigned int UINT;  //---------- Delay ------------  static void DELAY\_DISP(UINT mili\_sec) {    UINT i;    for (i = 0; i < 3 \* mili\_sec; i++);  }  static void DELAY(UINT mili\_sec) {    UINT i;    for (i = 0; i < 12 \* mili\_sec; i++)      ;  }  //---------- Traffic Light Ports  // sbit RED0 = P1 ^ 0;  // sbit YELLOW0 = P1 ^ 1;  // sbit GREEN0 = P1 ^ 2;  // sbit RED1 = P2 ^ 5;  // sbit YELLOW1 = P2 ^ 6;  // sbit GREEN1 = P2 ^ 7;  UINT RED0;  UINT YELLOW0;  UINT GREEN0;  UINT RED1;  UINT YELLOW1;  UINT GREEN1;  //---------- Timer Ports --------  sbit GND0 = P2 ^ 2;  sbit GND1 = P2 ^ 3;  sbit GND2 = P2 ^ 4;  #define LED P0  // P2: [x][G][F][E][D][C][B][A]  // Note: Active-Hight | MSB -> LSB | Common Anode  //---------- Timer Ports --------  sbit M\_A = P3^3;  sbit R\_G = P3^2;  //---------- State VARs  UINT STATE\_0 = RED;  UINT STATE\_1 = RED;  // The state of traffic light (to prevent set the same state again)  UINT COUNT\_0;  // Count for the main traffic light  UINT COUNT\_1;  // Count for the order traffic light  UINT SINGLE\_LED\_DISPLAY\_T = 1;  // The time use show a single 7-seg LED  UINT RED\_T = 0;  UINT GREEN\_T = 0;  UINT YELLOW\_T = 0;  // The time (in seccond) for the YELLOW state while changes state  // from GREEN->RED.  //---------- CA LED CODE  const UINT DIGIT\_CODE[] = {0X3F, 0X06, 0X5B, 0X4F, 0X66, 0X6D,                               0X7D, 0X07, 0X7F, 0XEF, 0X0, 0X1,                 0x40, 0x8};  // 7-seg LED CODE (Common Anode)  UINT AUTO\_MANUAL() {    UINT \_M\_A = M\_A;    if (\_M\_A)      return AUTO;    return MANUAL;  }  UINT RED\_GREEN() { return (R\_G) ? (RED) : (GREEN); }  void SET\_LED(UINT D) {    // CODE = 10 : turn off LED.    LED = DIGIT\_CODE[D];  }  void SET\_DISPLAY\_PERIOD(UINT T) {    // NOTE: Unit mili-second    SINGLE\_LED\_DISPLAY\_T = T;  }  void STOP\_COUNT() {    COUNT\_0 = 0;    COUNT\_1 = 0;    SET\_LED(LED\_OFF);  }  void SET\_YELLOW\_TIMER(UINT \_YELLOW\_T){    YELLOW\_T = \_YELLOW\_T;  }  void SET\_RED\_GREEN\_TIMER(UINT \_RED\_T){    // RED\_T = GREEN\_T + YELLOW\_T    // NOTE: Delay in second    COUNT\_0 = RED\_T = \_RED\_T;    COUNT\_1 = GREEN\_T = RED\_T - YELLOW\_T;  }  void SET\_TIMER(UINT PREVIOUS) {    // PREVIOUS DESCRIPTION    // PREVIOUS = 0 :    //  Means Traffic Light 0 is currently RED and count    // down to ZERO to change to GREEN. At the same time    // Traffic Light 1 is counting down to ZERO to change    // to YELLOW then it will change to RED.    // PREVIOUS = 1 :    //  The other side, Traffic Light 1 is currently GREEN,    // and will be changed to YELLOW, then RED.    if (PREVIOUS == 0) {      COUNT\_0 = RED\_T;      COUNT\_1 = GREEN\_T;    } else {      COUNT\_0 = GREEN\_T;      COUNT\_1 = RED\_T;    }  }  UINT DIGIT(UINT POS){    if( POS == 0){      if(RED0 == 1 && YELLOW0 == 0 && GREEN0 == 0) return R\_DIGIT;      if(RED0 == 0 && YELLOW0 == 1 && GREEN0 == 0) return Y\_DIGIT;      if(RED0 == 0 && YELLOW0 == 0 && GREEN0 == 1) return G\_DIGIT;    }else{      if(RED1 == 1 && YELLOW1 == 0 && GREEN1 == 0) return R\_DIGIT;      if(RED1 == 0 && YELLOW1 == 1 && GREEN1 == 0) return Y\_DIGIT;      if(RED1 == 0 && YELLOW1 == 0 && GREEN1 == 1) return G\_DIGIT;    }    return 0xA;  }  void DISPLAY\_LED(){    /\*This function only runs ONE SECOND\*/    UINT i = 0;    for(i = 0; i < 7200/(6\*SINGLE\_LED\_DISPLAY\_T); i++){        GND0 = 1; GND1 = 0; GND2 = 0;        if(COUNT\_0 != 0) SET\_LED((COUNT\_0/10)%10);        else SET\_LED(LED\_OFF);        DELAY\_DISP(SINGLE\_LED\_DISPLAY\_T);        GND0 = 1; GND1 = 0; GND2 = 1;        if(COUNT\_1 != 0)SET\_LED((COUNT\_1/10)%10);        else SET\_LED(LED\_OFF);        DELAY\_DISP(SINGLE\_LED\_DISPLAY\_T);          GND0 = 1; GND1 = 1; GND2 = 0; SET\_LED(DIGIT(0));        DELAY\_DISP(SINGLE\_LED\_DISPLAY\_T);          GND0 = 0; GND1 = 0; GND2 = 0;        if(COUNT\_0 != 0) SET\_LED(COUNT\_0%10);        else SET\_LED(LED\_OFF);        DELAY\_DISP(SINGLE\_LED\_DISPLAY\_T);          GND0 = 0; GND1 = 0; GND2 = 1;        if(COUNT\_1 != 0) SET\_LED(COUNT\_1%10);        else SET\_LED(LED\_OFF);        DELAY\_DISP(SINGLE\_LED\_DISPLAY\_T);        GND0 = 1; GND1 = 1; GND2 = 1; SET\_LED(DIGIT(1));        DELAY\_DISP(SINGLE\_LED\_DISPLAY\_T);    }  }  void SET\_TRAFFIC\_LIGHT(UINT POS, UINT CODE) {    // CODE DESCRIPTION:    // RED    : 0x1    // YELLOW : 0x2    // GREEN  : 0x4    // POSITION DESCRIPTION:    //    0   : Traffic light 0    //    1   : Traffic light 1    // POS = 0 --> Traffic light 0 --> 3 bits control locates at 3 last bit.    //> MSB [x][x][x][x] [x][G][Y][R] LSB    // POS = 1 --> Traffic light 1 --> 3 bits control loacates from 5th bit down    // to 3rd bit. >   MSB [x][x][G][Y] [R][x][x][x] LSB    if (POS)      CODE = (CODE << 3)&0x38;    // NOTE: MASK = 0011\_1000 in BIN equiv 0x38 in HEX    switch (CODE) {    case 0x01: //0000\_0001      RED0 = 1, YELLOW0 = 0, GREEN0 = 0, STATE\_0 = RED;      break;    case 0x02: //0000\_0010      RED0 = 0, YELLOW0 = 1, GREEN0 = 0, STATE\_0 = YELLOW;      break;    case 0x04: //0000\_0100      RED0 = 0, YELLOW0 = 0, GREEN0 = 1, STATE\_0 = GREEN;      break;    case 0x08: //0000\_1000      RED1 = 1, YELLOW1 = 0, GREEN1 = 0, STATE\_1 = RED;      break;    case 0x10: //0001\_0000      RED1 = 0, YELLOW1 = 1, GREEN1 = 0, STATE\_1 = YELLOW;      break;    case 0x20: //0010\_0000      RED1 = 0, YELLOW1 = 0, GREEN1 = 1, STATE\_1 = GREEN;      break;    }  }  UINT GET\_STATE(UINT POS){    return (POS)?(STATE\_1):(STATE\_0);  }  void SET\_STATE(UINT CODE) {    if (CODE == RED) {      if (GET\_STATE(0) == YELLOW) {        SET\_TRAFFIC\_LIGHT(0, RED);        SET\_TRAFFIC\_LIGHT(1, GREEN);      }      elif (GET\_STATE(0) == GREEN) {        while (COUNT\_0) {          DISPLAY\_LED();          DECREASE\_ONE(COUNT\_0);          DECREASE\_ONE(COUNT\_1);        }        SET\_TRAFFIC\_LIGHT(0, YELLOW);        SET\_TRAFFIC\_LIGHT(1, RED);        COUNT\_0 = YELLOW\_T;        while (COUNT\_0) {          DISPLAY\_LED();          DECREASE\_ONE(COUNT\_0);          DECREASE\_ONE(COUNT\_1);        }        SET\_TRAFFIC\_LIGHT(0, RED);        SET\_TRAFFIC\_LIGHT(1, GREEN);      }    }    if (CODE == GREEN) {      if (GET\_STATE(0) == YELLOW) {        SET\_TRAFFIC\_LIGHT(0, GREEN);        SET\_TRAFFIC\_LIGHT(1, RED);      }      elif (GET\_STATE(0) == RED) {        while (COUNT\_1) {          DISPLAY\_LED();          DECREASE\_ONE(COUNT\_0);          DECREASE\_ONE(COUNT\_1);        }        COUNT\_1 = YELLOW\_T;        SET\_TRAFFIC\_LIGHT(0, RED);        SET\_TRAFFIC\_LIGHT(1, YELLOW);        while (COUNT\_1) {          DISPLAY\_LED();          DECREASE\_ONE(COUNT\_0);          DECREASE\_ONE(COUNT\_1);        }        SET\_TRAFFIC\_LIGHT(0, GREEN);        SET\_TRAFFIC\_LIGHT(1, RED);      }    }  }  void INITIAL(){    /\*Set initial state\*/    SET\_TRAFFIC\_LIGHT(0, YELLOW);    SET\_TRAFFIC\_LIGHT(1, YELLOW);    COUNT\_0 = 0x0;    COUNT\_1 = 0x0;    LED = DIGIT\_CODE[LED\_OFF];    GND0 = GND1 = GND2 = 0;  }  // #endif |

## main.c

|  |  |
| --- | --- |
| main.c | #include "main.h"  void main(){        INITIAL();      SET\_YELLOW\_TIMER(5);      SET\_RED\_GREEN\_TIMER(17);      SET\_DISPLAY\_PERIOD(12);      while ( 0x1 ){          if(!AUTO\_MANUAL() ){              SET\_STATE(RED);              SET\_TIMER(0);              SET\_STATE(GREEN);              SET\_TIMER(1);          }else{              STOP\_COUNT();              while( !AUTO\_MANUAL() == 0x0 ){                  SET\_STATE(RED\_GREEN());                  GND0 = 1; GND1 = 1; GND2 = 0; SET\_LED(DIGIT(0));                  DELAY(SINGLE\_LED\_DISPLAY\_T);                  GND0 = 1; GND1 = 1; GND2 = 1; SET\_LED(DIGIT(1));                  DELAY(SINGLE\_LED\_DISPLAY\_T);              }          }      }  } |

# BÀI THỰC HÀNH 5 – LỊCH VẠN NIÊN

## base\_lib.h

|  |  |
| --- | --- |
| base\_lib.h | #ifndef \_BASE\_LIB\_H\_  #define \_BASE\_LIB\_H\_  #ifndef elif  #define elif else if  #endif  #ifndef DECREASE\_ONE  #define DECREASE\_ONE(VAR) VAR = (VAR>0?(VAR-1):VAR)  #endif  #ifndef FOR  #define FOR(i, a, b) for(i = (a); i <= (b); ++i)//rep  #endif  #ifndef FOR\_reverse  #define FOR\_reverse(i, a, b) for(i = (a); i >= (b); --i)//rev  #endif  typedef unsigned char ubyte;  typedef unsigned int uint ;  static void delay\_us(uint t){      uint i = 0;      for(i = 0; i < t; i = i + 1){          // do nothin'      }  }  static void delay\_ms(uint t){      uint i = 0;      for(i = 0; i < t\*12; i = i + 1){          // do nothin'      }  }  enum enum\_STATE{ LOW  = 0, HIGH = 1 };  #endif |

## ThreeWiresProtocol.h

|  |  |
| --- | --- |
| ThreeWiresProtocol.h | /\*      Project: Comunicate with real-time DS1302 using Three Wires Protocol      Header-File title: Three Wires Protocol      Author: Ngxx.fus      Based on: DS1302-DATASHEET-DOWNLOAD.pdf      Note: This header built for '8051 PRO' kit, to re-use the header file,            you need to edit CE, SCLK, IO pin and check the algorithm before use!  \*/  #ifndef \_THREE\_WIRES\_PROTOCOL\_H\_  #define \_THREE\_WIRES\_PROTOCOL\_H\_  #include <REGX52.h>  #include "base\_lib.h"  // type define: "usigned int" -> "uint"  // typedef unsigned int uint;  sbit CE = P3^5;  sbit SCLK = P3^6;  sbit IO = P3^4;  ubyte T\_PEAK = 0;  ubyte IDLE\_T = 0;  ubyte READ\_T = 0;  #define LH\_MONO\_PULSE(x) x = LOW; delay\_us(T\_PEAK); x = HIGH; delay\_us(T\_PEAK);  #define HL\_MONO\_PULSE(x) x = HIGH; delay\_us(T\_PEAK); x = LOW; delay\_us(T\_PEAK);  void single\_byte\_write(ubyte cmd, ubyte byte\_data){      ubyte nCLK = 0;      //wait for sth un-finished to be finished :v      delay\_us(IDLE\_T);      //start comunication      CE = HIGH; SCLK = LOW;      //wait for sth un-finished to be finished :v      delay\_us(T\_PEAK);      // send cmd in 8 rasing edges      for(nCLK = 1; nCLK <= 8; nCLK++){          IO = (cmd&0x1);          HL\_MONO\_PULSE(SCLK);          cmd = (cmd>>1);      }      // send byte\_data in 8 rasing edges      for(nCLK = 1; nCLK <= 8; nCLK++){          IO = (byte\_data&0x1);          HL\_MONO\_PULSE(SCLK);          byte\_data >>= 1;      }      //End write process      CE = LOW;  }  ubyte single\_byte\_read(ubyte cmd){      ubyte nCLK;      ubyte byte\_data = 0, bit\_data = 0;      //wait for sth un-finished to be done :v      delay\_us(IDLE\_T);      //starting comunication      CE = HIGH;SCLK = LOW;      delay\_us(T\_PEAK);      //Send command at 8 rasing edge      for(nCLK = 1; nCLK <= 7; nCLK++){          IO = (cmd&0x1);          HL\_MONO\_PULSE(SCLK);          cmd = (cmd>>1);      }      // 8th rasing edge      IO = (cmd&0x1);      SCLK = HIGH; delay\_us(T\_PEAK);      //Receiving byte\_data at 8 falling edge following      for(nCLK = 0; nCLK <= 7; nCLK++){          SCLK = LOW;  delay\_us(READ\_T);          bit\_data = IO;          byte\_data = byte\_data|((bit\_data&0x1)<<nCLK);          delay\_us(T\_PEAK-READ\_T);          SCLK = HIGH; delay\_us(T\_PEAK);      }      //End write process      CE = LOW;      return byte\_data;  }  void ThreeWiresProtocol\_Initial(){      IO = LOW;      SCLK = LOW;      CE = LOW;  }  #endif |

## DS1302.h

|  |  |
| --- | --- |
| DS1302.h | /\*      Project: Comunicate with real-time DS1302 using Three Wires Protocol      Header-File title: DS1302      Author: Ngxx.fus      Based on: DS1302-DATASHEET-DOWNLOAD.pdf      Note: For more functions, pls read DS1302 datasheet and change the cmd, addr.  \*/  #ifndef \_DS1302\_H\_  #define  \_DS1302\_H\_  #include "base\_lib.h"  #include "ThreeWiresProtocol.h"  //typedef unsigned int uint;  enum enum\_DAY{MON = 0, TUE, WED, THU, FRI, SAT, SUN};  #define ds1302\_unlock\_reg() single\_byte\_write(0x8E, 0x0)  typedef struct TIME{      uint DAY; // mon, tue, wed, thu, ...      uint DATE;      uint MONTH;      uint YEAR;      uint HOUR;      uint MINUTE;      uint SECOND;  } TIME;  /\*  Read time from DS1302  SEL:  MSB  ... x    x    x    x    x    x   x   LSB           day  year mon  date hour min sec  x = 1: Choose  x = 0: Skip  \*/  void ds1302\_read\_time(TIME\* time, uint SEL){      uint x10, x1, byte\_data, AM\_PM;      //second      if(SEL&0x1){          ds1302\_unlock\_reg();          byte\_data = single\_byte\_read(0x81);          x10 = ((byte\_data & 0x70) >> 4)\*10;          x1  = (byte\_data & 0x0F);          time->SECOND = x1 + x10;      }      //minute      if(SEL&0x2){          ds1302\_unlock\_reg();          byte\_data = single\_byte\_read(0x83);          x10 = ((byte\_data & 0x70) >> 4)\*10;          x1  = (byte\_data & 0x0F);          time->MINUTE = x10 + x1;      }      //hour      if(SEL&0x4){          ds1302\_unlock\_reg();          byte\_data = single\_byte\_read(0x85);          if( (byte\_data & 0x80) == HIGH){              //12-hour mode              x10 = ((byte\_data & 0x10)>>4)\*10;              x1  = (byte\_data & 0x0F);              AM\_PM = (byte\_data&0x20)>>5;              time->HOUR = x10 + x1 + AM\_PM \* 12;          }else{              //24-hour mode              uint x10 = ((byte\_data & 0x30)>>4)\*10;              uint x1  = (byte\_data & 0x0F);              time->HOUR = x10 + x1;          }      }      //date      if(SEL&0x10){          ds1302\_unlock\_reg();          byte\_data = single\_byte\_read(0x87);          x10 = ((byte\_data&0x30)>>4)\*10;          x1  = (byte\_data&0x0F);          time->DATE = x10 + x1;      }      //month      if(SEL&0x20){          ds1302\_unlock\_reg();          byte\_data = single\_byte\_read(0x89);          x10 = ((byte\_data&0x10)>>4)\*10;          x1  = (byte\_data&0x0F);          time->MONTH = x10 + x1;      }      //year      if(SEL&0x40){          ds1302\_unlock\_reg();          byte\_data = single\_byte\_read(0x87);          x10 = ((byte\_data&0xF0)>>4)\*10;          x1  = (byte\_data&0x0F);          time->YEAR = x10 + x1;      }  }  void ds1302\_write\_time(TIME\* const time, uint SEL){      uint x10 = 0, x1 = 0, byte\_data = 0;      //second      if(SEL&0x1){          x10 = (((\*time).SECOND)/10)%10;          x1  = ((\*time).SECOND)%10;          byte\_data = (x10<<4) + x1;          ds1302\_unlock\_reg();          single\_byte\_write(0x80, byte\_data);      }      //minute      if(SEL&0x2){          x10 = ((time->MINUTE)/10)%10;          x1  = (time->MINUTE)%10;          byte\_data = (x10<<4) + x1;          ds1302\_unlock\_reg();          single\_byte\_write(0x82, byte\_data);      }      //hour      if(SEL&0x4){          x10 = ((time->HOUR)/10)%10;          x1  = (time->HOUR)%10;          byte\_data = (x10<<4) + x1;          ds1302\_unlock\_reg();          single\_byte\_write(0x84, byte\_data);      }      //date      if(SEL&0x8){          x10 = ((time->DATE)/10)%10;          x1  = (time->DATE)%10;          byte\_data = (x10<<4) + x1;          ds1302\_unlock\_reg();          single\_byte\_write(0x86, byte\_data);      }      //month      if(SEL&0x10){          x10 = ((time->MONTH)/10)%10;          x1  = (time->MONTH)%10;          byte\_data = (x10<<4) + x1;          ds1302\_unlock\_reg();          single\_byte\_write(0x88, byte\_data);      }      //year      if(SEL&0x20){          x10 = ((time->YEAR)/10)%10;          x1  = (time->YEAR)%10;          byte\_data = (x10<<4) + x1;          ds1302\_unlock\_reg();          single\_byte\_write(0x9C, byte\_data);      }      //day      if(SEL&0x40){          x1  = (time->DAY)%10;          ds1302\_unlock\_reg();          single\_byte\_write(0x9A, x1);      }  }  void ds1302\_initial(){      ThreeWiresProtocol\_Initial();  }  #endif |

## Calendar\_OnKit.h

|  |  |
| --- | --- |
| Calendar\_OnKit.h | #ifndef \_CALENDAR\_ONKIT\_H\_  #define  \_CALENDAR\_ONKIT\_H\_  #include "base\_lib.h"  #include "DS1302.h"  #include "LED7Seg\_OnKit.h"  #include "ThreeWiresProtocol.h"  #define A\_DIGIT 0x77  #define P\_DIGIT 0x73  #define VIEW\_DATE 0x0  #define VIEW\_TIME 0x1  #define SETTING\_DATE 0x2  #define SETTING\_TIME 0x3  sbit TRIGGER0 = P3^2;  sbit TRIGGER1 = P3^3;  ubyte MODE = VIEW\_TIME;  ubyte EDIT\_POS = 1;  ubyte F\_EXIT = 0;  TIME time;  void HHMMSS\_disp(){    ds1302\_read\_time(&time, 0x7);    LED[7] = DIGIT\_CODE[(time.HOUR/10)%10];    LED[6] = DIGIT\_CODE[time.HOUR%10];    LED[5] = 0x40;    LED[4] = DIGIT\_CODE[(time.MINUTE/10)%10];    LED[3] = DIGIT\_CODE[time.MINUTE%10];    LED[2] = 0x40;    LED[1] = DIGIT\_CODE[(time.SECOND/10)%10];    LED[0] = DIGIT\_CODE[(time.SECOND)%10];    DISP = 1;    Disp8leds7seg();  }  void YYMMDD\_disp(){    ds1302\_read\_time(&time, 0x38);    LED[7] = DIGIT\_CODE[(time.YEAR/10)%10];    LED[6] = DIGIT\_CODE[time.YEAR%10];    LED[5] = 0x40;    LED[4] = DIGIT\_CODE[(time.MONTH/10)%10];    LED[3] = DIGIT\_CODE[time.MONTH%10];    LED[2] = 0x40;    LED[1] = DIGIT\_CODE[(time.DATE/10)%10];    LED[0] = DIGIT\_CODE[(time.DATE)%10];    DISP = 1;    Disp8leds7seg();  }  void calendar\_disp(){    switch (MODE) {      case VIEW\_TIME:        HHMMSS\_disp();        break;      case VIEW\_DATE:        YYMMDD\_disp();        break;    }  }  void calendar\_initial(){    EA = 1; EX0 = 1; IT0 = 1;    ds1302\_initial();    time.SECOND = 0;    time.MINUTE = 30;    time.HOUR = 10;    time.DAY = TUE;    time.DATE = 1;    time.MONTH = 9;    time.YEAR  = 24;    ds1302\_write\_time(&time,0x7F);    set\_disp\_freq(48);  }  void Interrupt0\_Action(void) interrupt 0 {    MODE=(MODE+1)%2;    DISP = 0;  }  #endif |

## main.c

|  |  |
| --- | --- |
| main.c | #include "Calendar\_OnKit.h"  void main(void){      calendar\_initial();      while(0x1){          calendar\_disp();      }  } |

# BÀI THỰC HÀNH 6 – ĐIỀU KHIỂN 03 THIẾT BỊ

Điều khiển 03 thiết bị thông qua điều khiển và ma trận nút nhấn.

## Base\_Lib.h

|  |  |
| --- | --- |
| Base\_Lib.h | /\*      Note:          Base\_Lib.h is a lib that include all define, typedef,          base function, ... It can be reused in many following project.      Autor:          Nguyen Thanh Phu      Version:          0.0.2  \*/  #ifndef \_BASE\_LIB\_H\_  #define \_BASE\_LIB\_H\_  #ifndef elif  #define elif else if  #endif  #ifndef DECREASE\_ONE  #define DECREASE\_ONE(VAR) VAR = (VAR>0?(VAR-1):VAR)  #endif  #ifndef REP  #define REP(i, a, b) for(i = (a); i <= (b); ++i)  #endif  #ifndef REV  #define REV(i, a, b) for(i = (a); i >= (b); --i)  #endif  typedef unsigned char uint8;  typedef unsigned int uint32;  typedef char int8;  typedef int int32;  enum enum\_STATE{ LOW  = 0, HIGH = 1 };  enum enum\_ENABLE{ DISABLE=0, ENABLE, START,      STOP, MODE\_16BIT, RESET  };  void delay\_us(uint32 us){      uint32 i = 0;      for(i = 0; i < us; i = i + 1){          // do nothin'      }  }  void delay\_ms(uint32 ms){      uint32 i = 0;      for(i = 0; i < ms\*12; i = i + 1){          // do nothin'      }  }  void eINT0\_CTL(uint8 CONFIG){      if( CONFIG == ENABLE){          EX0 = 1;          IT0 = 1;      }      if( CONFIG == DISABLE){          EX0 = 0;          IT0 = 1;      }  }  void eINT1\_CTL(uint8 CONFIG){      if( CONFIG == ENABLE){          // Configure INT1 falling edge interrupt          IT1 = 1;          // Enable the INT1 External Interrupt          EX1 = 1;      }      if( CONFIG == DISABLE){          // Configure INT1 falling edge interrupt          IT1 = 0;          // Enable the INT1 External Interrupt          EX1 = 0;      }  }  #define RESET\_TH 0xFC  #define RESET\_TL 0x67  void TIMER0\_CTL(uint8 CONFIG){      switch (CONFIG) {          case ENABLE:              ET0 = 1;            return;          case DISABLE:              ET0 = 0;            return;          case RESET:              TL0 = RESET\_TL;              TH0 = RESET\_TH;     return;          case START:              TR0 = 1;            return;          case STOP:              TR0 = 0;            return;          case MODE\_16BIT:              TMOD = TMOD|0x01;   return;      }  }  #define GLOBAL\_INT(CONFIG) EA=(CONFIG==ENABLE)?(1):(0)  #endif |

## LED7Seg\_OnKit.h

|  |  |
| --- | --- |
| LED7Seg\_OnKit.h | //version: 0.1.3  //---------- Include -----------  #ifndef \_LED7SEG\_ONKIT\_H\_  #define \_LED7SEG\_ONKIT\_H\_  #include <REGX52.h>  // Thư viện cơ sở cho AT89C52  #include "Base\_Lib.h"  //---------- Macros -----------  //Định nghĩa lại kiểu dữ liệu  //typedef unsigned int  uint;  //Các chân chọn vị trí LED.  sbit GND0 = P2^2;  sbit GND1 = P2^3;  sbit GND2 = P2^4;  //Chân điều khiển từng LED trong LED7seg  #define LED\_7SEG P0  const uint8 DIGIT\_CODE[] = {0X3F, 0X06, 0X5B, 0X4F, 0X66, 0X6D,                             0X7D, 0X07, 0X7F, 0X6F, /\*A\*/0x77, 0xFC,                             0x58, 0x5E, 0x79, 0x71};  uint8 LED[8] = {0, 0, 0, 0, 0, 0, 0, 0};  /\*    8   7   6   5   4   3   2   1    \_   \_   \_   \_   \_   \_   \_   \_   |\_| |\_| |\_| |\_| |\_| |\_| |\_| |\_|   |\_|.|\_|.|\_|.|\_|.|\_|.|\_|.|\_|.|\_|.  Hàm này sẽ chọn LED ở vị trí POS, mã hiển thị là CODE.  VD: Hiển thị số "1", CODE = 0x06  \*/  void led7seg\_disp(uint8  POS, uint8  CODE){      switch (POS) {          case 0x1:              { GND0 = 0; GND1 = 0; GND2 = 0; LED\_7SEG = CODE; return;}          case 0x2:              { GND0 = 1; GND1 = 0; GND2 = 0; LED\_7SEG = CODE; return;}          case 0x3:              { GND0 = 0; GND1 = 1; GND2 = 0; LED\_7SEG = CODE; return;}          case 0x4:              { GND0 = 1; GND1 = 1; GND2 = 0; LED\_7SEG = CODE; return;}          case 0x5:              { GND0 = 0; GND1 = 0; GND2 = 1; LED\_7SEG = CODE; return;}          case 0x6:              { GND0 = 1; GND1 = 0; GND2 = 1; LED\_7SEG = CODE; return;}          case 0x7:              { GND0 = 0; GND1 = 1; GND2 = 1; LED\_7SEG = CODE; return;}          case 0x8:              { GND0 = 1; GND1 = 1; GND2 = 1; LED\_7SEG = CODE; return;}          default:              LED\_7SEG = 0x0;      }  }  /\*  Hiển thị trong ms\_disp\_t cả 8 LED7Seg.  Nội dung hiển thị của LED thứ i tuỳ thuộc vào  giá trị chứa trong LED[i].  Giới hạn:  hz\_freq =   24 Hz  --> 100Hz  ms\_disp\_t = 50 ms  --> 2500 ms  \*/  void Disp8leds7seg(uint32 ms\_disp\_t){      uint8 i = 0;      uint32 j = 0;      REP(j, 1, ms\_disp\_t)          REP(i, 0, 7){              led7seg\_disp(i+1, LED[i]);              delay\_us(5);              LED\_7SEG = 0x0;          }  }  #endif |

## IR\_Reading.h

|  |  |
| --- | --- |
| IR\_Reading.h | #ifndef \_IF\_READING\_  #define \_IF\_READING\_  #include "REGX52.h"  #include "Base\_Lib.h"  #include "Matrix\_Button.h"  /\*      Delay computation:          System specifications:              Clock Freq  = 11.0592 Mhz                          = 11059200 Hz                          = 11059200 clock\_period/second              ---> Clock period =  1/11059200              Machine Cycle = 12clock\_period          Computation:              16bit -> Max value of timer: (2<<16)-1 = 65535              Delay=1ms <-> 0.001second \* 11059200(clock\_period/second)                      <-> 11059.2 clock\_period.              Bcz the machine\_cycle = 12 clock\_period              So              Delay=1ms <-> 11059.2clock\_period / 12clock\_period                      <-> 921.6 machine\_cycle (e.g ADD)                      <-> count from 64615 -> 65535                      <-> count from 0xFC67 -> 0xFFFF              Keep in mind that 16bit counter mode has been devide into              2 registers 4bit call 8bit HIGH (TH0) and 8bit LOW (TL0).  \*/  /\*          To count the number of mili-second, we use Overflow Timer Interrupt.      It means when you count to 0xFFFF (16bit counter mode), and continue count up,      TF0 is set to HIGH, and Overflow Timer 0 Interrupt function is called. We      at this time increase one into mili-second counter variable.  \*/  /\*      When a key is pressed on the remote controller, the message transmitted      consists of the following, in order:          A 9ms leading pulse burst (16 times the pulse burst length used for          a logical data bit)          A 4.5ms space          The 8-bit address for the receiving device          The 8-bit logical inverse of the address          The 8-bit command          The 8-bit logical inverse of the command          A final 562.5µs pulse burst to signify the end of message transmission.  \*/  /\*  NEC IR Remote Codes (Size: 3bytes data)      0xFFA25D: CH-      0xFF629D: CH      0xFFE21D: CH+      0xFF22DD: PREV      0xFF02FD: NEXT      0xFFC23D: PLAY/PAUSE      0xFFE01F: VOL-      0xFFA857: VOL+      0xFF906F: EQ      0xFF6897: 0      0xFF9867: 100+      0xFFB04F: 200+      0xFF30CF: 1      0xFF18E7: 2      0xFF7A85: 3      0xFF10EF: 4      0xFF38C7: 5      0xFF5AA5: 6      0xFF42BD: 7      0xFF4AB5: 8      0xFF52AD: 9  \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/  // Reset timer at 0xFC67  #define PUSH\_BIT\_1() buffer |=(uint32)1<<(31-negedge\_count);  #define PUSH\_BIT\_0() /\*do nothing\*/;  #define RESET\_BUFFER() buffer=0;  #define EXTRACT\_FRAME() data\_frame=buffer; buffer = 0; negedge\_count = 0;  // Based on the diagram of "8051 Pro" Kit  sbit IR\_RCV\_PIN = P3^2;  sbit IndicatorLED = P2^7;  sbit DataRcv = P2^6;  sbit FrameExtracted = P2^5;  sbit MR = P2^4;  sbit L0 = P2^0;  sbit L1 = P2^1;  sbit L2 = P2^2;  // Final data\_frame  uint32 data\_frame = 0;  // Temporary storing unfinished  data-frame while receiving.  uint32 buffer = 0;  // Mili-second count  uint8 ms\_count = 0;  // bit-count  int8 negedge\_count = 0;  //Manual\_Remote  enum enum\_MR{ MANUAL=0, REMOTE=1 };  uint8 manual\_remote = REMOTE;  void IR\_Reading\_Initial(){      IndicatorLED = 1;      DataRcv = 1;      buffer = 0;      data\_frame = 0;      negedge\_count = 0;      GLOBAL\_INT(ENABLE);      eINT0\_CTL(ENABLE);      eINT1\_CTL(ENABLE);      TIMER0\_CTL(ENABLE);      TIMER0\_CTL(MODE\_16BIT);      TIMER0\_CTL(START);      TIMER0\_CTL(RESET);  }  //Yeah, this function need to declare in main.h  //but, merge into IR\_Reading.h for reducing  //working tree  void Initial(){      // Run initial      IR\_Reading\_Initial();      // SET all LED-7seg OFF by set a->g = L.      P0 = 0;      // SET all LED OFF by set Port 2 = H.      P2 = 0xFF;  }  void LED\_Show(uint32 CODE){        switch (CODE) {          case 0xFF30CF:              L0 = ~L0;              break;          case 0xFF18E7:              L1 = ~L1;              break;          case 0xFF7A85:              L2 = ~L2;              break;          default:              P2 = 0xFF;      }  }  void Timer0\_OverFlow\_Interrupt() interrupt 1 {      IndicatorLED = ~IndicatorLED;      TIMER0\_CTL(RESET);      //A data-frame isn't longer than 67.5mili-sec.      if(ms\_count<67) ms\_count = ms\_count + 1;  }  void External1\_Interrupt() interrupt 2 {      //Toggle mode      manual\_remote = (manual\_remote==MANUAL)?(REMOTE):(MANUAL);      MR = manual\_remote;  }  void Manual\_Control(){      uint32 btn\_matrix = 0;      if(manual\_remote == MANUAL){          btn\_matrix =  Get\_BTN\_MATRIX();          if(btn\_matrix & 0x2)              L0 = ~L0;          if(btn\_matrix & 0x40)              L1 = ~L1;          if(btn\_matrix & 0x800)              L2 = ~L2;          //Prevent continuos toggle stata :v          while( btn\_matrix == Get\_BTN\_MATRIX())              delay\_us(1000);      }  }  void External0\_Interrupt() interrupt 0 {      uint32 current\_mscount = 0;      if(manual\_remote == MANUAL) return;      current\_mscount = ms\_count;      TIMER0\_CTL(RESET);      ms\_count=0;      negedge\_count +=1;      DataRcv = ~DataRcv;      // this neg-edge by SOF (start of frame)?      if(current\_mscount >= 67){          negedge\_count = -2;          RESET\_BUFFER();      }else{          if( negedge\_count < 0)              /\*Do nothing, skip this neg-edge\*/;          if(0 <= negedge\_count && negedge\_count <= 31){              if( current\_mscount >= 2){                  PUSH\_BIT\_1();              }else{                  PUSH\_BIT\_0();              }          }else if(negedge\_count >= 32){              EXTRACT\_FRAME();              FrameExtracted=0;              delay\_ms(1000);              LED\_Show(data\_frame);              FrameExtracted=1;          }      }    }  #endif |

## main.c

|  |  |
| --- | --- |
| main.c | #include "IR\_Reading.h"  void main(void){      Initial();      while(0x1){        Manual\_Control();      }  } |

# BÀI THỰC HÀNH 7 – NHÀ THÔNG MINH 1

Điều khiển 03 thiết bị, trong đó có

* 01 thiết bị có thể điều khiển từ xa bằng hồng ngoại.
* 01 thiết bị có thể hẹn giờ tắt/bật.
* 01 thiết bị có thể tắt/bật tự động theo ánh sáng.

## Utilities.h

|  |  |
| --- | --- |
| Utilities.h | #ifndef \_UTILITIES\_H\_  #define \_UTILITIES\_H\_  #include <REGX52.h>  #define elif else if  #define DECREASE\_ONE(VAR) VAR = (VAR>0?(VAR-1):VAR)  #define REP(i, a, b) for(i = (a); i <= (b); ++i)  #define REV(i, a, b) for(i = (a); i >= (b); --i)  #define true 0x1  #define false 0x0  #define bool uint8  #define min\_val(A, B) (((A)<(B))?(A):(B))  #define max\_val(A, B) (((A)>(B))?(A):(B))  #define nth\_bit(num, k) (num&(1<<(k)))  //check n-th bit is 1-bit or 0-bit  #define bool\_casting(x) ((x)?(1):(0))  typedef unsigned char   uint8;  typedef unsigned short   uint16;  typedef unsigned int    uint32;  typedef char    int8;  typedef short    int16;  typedef int     int32;  enum enum\_STATE\_1{ ON  = 0, OFF = 1, NONE = 255 };  enum enum\_STATE\_2{ LOW  = 0, HIGH = 1, Z = 255 };  enum enum\_ENABLE{ DISABLE=0, ENABLE, START,      STOP, MODE\_16BIT, RESET  };  static void delay\_us(uint32 us){      uint32 i = 0;      for(i = 0; i < us; i = i + 1){          // do nothin'      }  }  void delay\_ms(uint32 ms){      uint32 i = 0;      uint32 j = 0;      for(i = 0; i < ms\*19; i = i + 1){          // do nothin'      }  }  void eINT0\_CTL(uint8 CONFIG){      if( CONFIG == ENABLE){          EX0 = 1;          IT0 = 1;      }      if( CONFIG == DISABLE){          EX0 = 0;          IT0 = 0;      }  }  // void eINT1\_CTL(uint8 CONFIG){  //     if( CONFIG == ENABLE){  //         // Configure INT1 falling edge interrupt  //         IT1 = 1;  //         // Enable the INT1 External Interrupt  //         EX1 = 1;  //     }  //     if( CONFIG == DISABLE){  //         // Configure INT1 falling edge interrupt  //         IT1 = 0;  //         // Enable the INT1 External Interrupt  //         EX1 = 0;  //     }  // }  #define RESET\_TH 0xFC  #define RESET\_TL 0x67  void TIMER0\_CTL(uint8 CONFIG){      switch (CONFIG) {          case ENABLE:              ET0 = 1;            return;          case DISABLE:              ET0 = 0;            return;          case RESET:              TL0 = RESET\_TL;              TH0 = RESET\_TH;     return;          case START:              TR0 = 1;            return;          case STOP:              TR0 = 0;            return;          case MODE\_16BIT:              TMOD = TMOD|0x01;   return;      }  }  // #define GLOBAL\_INT(CONFIG)  void GLOBAL\_INT(uint8 CONFIG){      EA=(CONFIG==ENABLE)?(1):(0);  }  #endif |

## Time.h

|  |  |
| --- | --- |
| Time.h | #ifndef \_TIME\_H\_  #define \_TIME\_H\_  #include "Utilities.h"  #ifndef \_STRUCT\_TIME\_  #define \_STRUCT\_TIME\_      typedef struct TIME{          uint8 DAY; // mon, tue, wed, thu, ...          uint8 DATE;          uint8 MONTH;          uint8 YEAR;          uint8 HOUR;          uint8 MINUTE;          uint8 SECOND;      } TIME;  #endif  // uint8 time\_copy(TIME\* scr, TIME\* dest, uint8 mask){  //     if((mask&0x1)!=0) dest->SECOND = scr->SECOND;  //     if((mask&0x2)!=0) dest->MINUTE = scr->MINUTE;  //     if((mask&0x4)!=0) dest->HOUR = scr->HOUR;  //     if((mask&0x8)!=0) dest->DATE = scr->DATE;  //     if((mask&0x10)!=0) dest->MONTH = scr->MONTH;  //     if((mask&0x20)!=0) dest->YEAR  = scr->YEAR;  // }  uint8 time\_equal\_cmp(TIME a, TIME b, uint8 mask){      if( ((mask&0x1)!=0) && (a.SECOND!=b.SECOND) )          return false;      if( ((mask&0x2)!=0) && (a.MINUTE!=b.MINUTE) )          return false;      if( ((mask&0x4)!=0) && (a.HOUR!=b.HOUR) )          return false;      if( ((mask&0x8)!=0) && (a.DATE!=b.DATE) )          return false;      if( ((mask&0x10)!=0) && (a.MONTH!=b.MONTH) )          return false;      if( ((mask&0x20)!=0) && (a.YEAR!=b.YEAR) )          return false;      return true;  }  #endif |

## XPT2046.h

|  |  |
| --- | --- |
| XPT2046.h | #ifndef   \_\_XPT2046\_H\_  #define   \_\_XPT2046\_H\_  #include "Utilities.h"  sbit D\_OUT = P3^7;  sbit D\_IN  = P3^4;  sbit S\_CLK  = P3^6;  sbit C\_S   = P3^5;  void SPI\_Initial(void)  {      S\_CLK = 0;      C\_S  = 1;      D\_IN = 1;      S\_CLK = 1;      C\_S  = 0;  }  void SPI\_Write(uint8 \_\_data)  {      uint8 i;      S\_CLK = 0;      for(i=0; i<8; i++)      {          D\_IN = \_\_data >> 7;          \_\_data <<= 1;          S\_CLK = 0;          delay\_us(5);          S\_CLK = 1;      }  }  uint32 SPI\_Read(void)  {      uint32 i, \_\_data=0;      S\_CLK = 0;      for(i=0; i<12; i++)      {          \_\_data <<= 1;          S\_CLK = 1;          S\_CLK = 0;          \_\_data |= D\_OUT;      }      return \_\_data;  }  uint32 Read\_AD\_Data(uint8 \_\_command)  {      uint8 i;      uint32 AD\_Value;      S\_CLK = 0;      C\_S  = 0;      SPI\_Write(\_\_command);      for(i=6; i>0; i--);      S\_CLK = 1;      S\_CLK = 0;      AD\_Value=SPI\_Read();      C\_S = 1;      return AD\_Value;  }  #endif |

## ThreeWiresProtocol.h

|  |  |
| --- | --- |
| ThreeWiresProtocol.h | /\*      Project: Comunicate with real-time DS1302 using Three Wires Protocol      Header-File title: Three Wires Protocol      Author: Ngxx.fus      Based on: DS1302-DATASHEET-DOWNLOAD.pdf      Note: This header built for '8051 PRO' kit, to re-use the header file,            you need to edit CE, SCLK, IO pin and check the algorithm before use!  \*/  #ifndef \_THREE\_WIRES\_PROTOCOL\_H\_  #define \_THREE\_WIRES\_PROTOCOL\_H\_  #include "Utilities.h"  // type define: "usigned int" -> "uint"  // typedef unsigned int uint;  sbit CE = P3^5;  sbit SCLK = P3^6;  sbit IO = P3^4;  uint8 T\_PEAK = 0;  uint8 IDLE\_T = 0;  uint8 READ\_T = 0;  #define LH\_MONO\_PULSE(x) x = LOW; delay\_us(T\_PEAK); x = HIGH; delay\_us(T\_PEAK);  #define HL\_MONO\_PULSE(x) x = HIGH; delay\_us(T\_PEAK); x = LOW; delay\_us(T\_PEAK);  void single\_byte\_write(uint8 cmd, uint8 byte\_data){      uint8 nCLK = 0;      //wait for sth un-finished to be finished :v      delay\_us(IDLE\_T);      //start comunication      CE = HIGH; SCLK = LOW;      //wait for sth un-finished to be finished :v      delay\_us(T\_PEAK);      // send cmd in 8 rasing edges      for(nCLK = 1; nCLK <= 8; nCLK++){          IO = (cmd&0x1);          HL\_MONO\_PULSE(SCLK);          cmd = (cmd>>1);      }      // send byte\_data in 8 rasing edges      for(nCLK = 1; nCLK <= 8; nCLK++){          IO = (byte\_data&0x1);          HL\_MONO\_PULSE(SCLK);          byte\_data >>= 1;      }      //End write process      CE = LOW;  }  uint8 single\_byte\_read(uint8 cmd){      uint8 nCLK;      uint8 byte\_data = 0, bit\_data = 0;      //wait for sth un-finished to be done :v      delay\_us(IDLE\_T);      //starting comunication      CE = HIGH;SCLK = LOW;      delay\_us(T\_PEAK);      //Send command at 8 rasing edge      for(nCLK = 1; nCLK <= 7; nCLK++){          IO = (cmd&0x1);          HL\_MONO\_PULSE(SCLK);          cmd = (cmd>>1);      }      // 8th rasing edge      IO = (cmd&0x1);      SCLK = HIGH; delay\_us(T\_PEAK);      //Receiving byte\_data at 8 falling edge following      for(nCLK = 0; nCLK <= 7; nCLK++){          SCLK = LOW;  delay\_us(READ\_T);          bit\_data = IO;          byte\_data = byte\_data|((bit\_data&0x1)<<nCLK);          delay\_us(T\_PEAK-READ\_T);          SCLK = HIGH; delay\_us(T\_PEAK);      }      //End write process      CE = LOW;      return byte\_data;  }  void ThreeWiresProtocol\_Initial(){      IO = LOW;      SCLK = LOW;      CE = LOW;  }  #endif |

## DS1302.h

|  |  |
| --- | --- |
| DS1302.h | /\*      Project: Comunicate with real-time DS1302 using Three Wires Protocol      Header-File title: DS1302      Author: Ngxx.fus      Based on: DS1302-DATASHEET-DOWNLOAD.pdf      Note: For more functions, pls read DS1302 datasheet and change the cmd, addr.  \*/  #ifndef \_DS1302\_H\_  #define  \_DS1302\_H\_  #include "Time.h"  #include "Utilities.h"  #include "ThreeWiresProtocol.h"  //typedef unsigned int uint32;  enum enum\_DAY{MON = 0, TUE, WED, THU, FRI, SAT, SUN};  #define ds1302\_unlock\_reg() single\_byte\_write(0x8E, 0x0)  /\*  Read time from DS1302  mask:  MSB  ... x    x    x    x    x    x   x   LSB           day  year mon  date hour min sec  x = 1: Choose  x = 0: Skip  \*/  void DS1302\_Read\_Time(TIME\* time, uint8 mask){      uint8 x10, x1, byte\_data, AM\_PM;      //second      if(mask&0x1){          ds1302\_unlock\_reg();          byte\_data = single\_byte\_read(0x81);          x10 = ((byte\_data & 0x70) >> 4)\*10;          x1  = (byte\_data & 0x0F);          time->SECOND = x1 + x10;      }      //minute      if(mask&0x2){          ds1302\_unlock\_reg();          byte\_data = single\_byte\_read(0x83);          x10 = ((byte\_data & 0x70) >> 4)\*10;          x1  = (byte\_data & 0x0F);          time->MINUTE = x10 + x1;      }      //hour      if(mask&0x4){          ds1302\_unlock\_reg();          byte\_data = single\_byte\_read(0x85);          if( (byte\_data & 0x80) == HIGH){              //12-hour mode              x10 = ((byte\_data & 0x10)>>4)\*10;              x1  = (byte\_data & 0x0F);              AM\_PM = (byte\_data&0x20)>>5;              time->HOUR = x10 + x1 + AM\_PM \* 12;          }else{              //24-hour mode              uint8 x10 = ((byte\_data & 0x30)>>4)\*10;              uint8 x1  = (byte\_data & 0x0F);              time->HOUR = x10 + x1;          }      }      //date      if(mask&0x8){          ds1302\_unlock\_reg();          byte\_data = single\_byte\_read(0x87);          x10 = ((byte\_data&0x30)>>4)\*10;          x1  = (byte\_data&0x0F);          time->DATE = x10 + x1;      }      //month      if(mask&0x10){          ds1302\_unlock\_reg();          byte\_data = single\_byte\_read(0x89);          x10 = ((byte\_data&0x10)>>4)\*10;          x1  = (byte\_data&0x0F);          time->MONTH = x10 + x1;      }      //year      if(mask&0x20){          ds1302\_unlock\_reg();          byte\_data = single\_byte\_read(0x8D);          x10 = ((byte\_data&0xF0)>>4)\*10;          x1  = (byte\_data&0x0F);          time->YEAR = x10 + x1;      }      // //day      // if(mask&0x40){      //     x1  = (time->DAY)%10;      //     ds1302\_unlock\_reg();      //     single\_byte\_write(0x9A, x1);      // }  }  void DS1302\_Write\_Time(TIME\* const time, uint8 mask){      uint8 x10 = 0, x1 = 0, byte\_data = 0;      //second      if(mask&0x1){          x10 = (((\*time).SECOND)/10)%10;          x1  = ((\*time).SECOND)%10;          byte\_data = (x10<<4) + x1;          ds1302\_unlock\_reg();          single\_byte\_write(0x80, byte\_data);      }      //minute      if(mask&0x2){          x10 = ((time->MINUTE)/10)%10;          x1  = (time->MINUTE)%10;          byte\_data = (x10<<4) + x1;          ds1302\_unlock\_reg();          single\_byte\_write(0x82, byte\_data);      }      //hour      if(mask&0x4){          x10 = ((time->HOUR)/10)%10;          x1  = (time->HOUR)%10;          byte\_data = (x10<<4) + x1;          ds1302\_unlock\_reg();          single\_byte\_write(0x84, byte\_data);      }      //date      if(mask&0x8){          x10 = ((time->DATE)/10)%10;          x1  = (time->DATE)%10;          byte\_data = (x10<<4) + x1;          ds1302\_unlock\_reg();          single\_byte\_write(0x86, byte\_data);      }      //month      if(mask&0x10){          x10 = ((time->MONTH)/10)%10;          x1  = (time->MONTH)%10;          byte\_data = (x10<<4) + x1;          ds1302\_unlock\_reg();          single\_byte\_write(0x88, byte\_data);      }      //year      if(mask&0x20){          x10 = ((time->YEAR)/10)%10;          x1  = (time->YEAR)%10;          byte\_data = (x10<<4) + x1;          ds1302\_unlock\_reg();          single\_byte\_write(0x8C, byte\_data);      }      //day      if(mask&0x40){          x1  = (time->DAY)%10;          ds1302\_unlock\_reg();          single\_byte\_write(0x9A, x1);      }  }  void DS1302\_Initial(){      ThreeWiresProtocol\_Initial();  }  #endif |

## IR\_Reading.h

|  |  |
| --- | --- |
| IR\_Reading.h | #ifndef \_IF\_READING\_  #define \_IF\_READING\_  #include "Utilities.h"  #include "DS1302.h"  #include "LED7Seg\_OnKit.h"  #define ON\_OFF 0xA25D  #define MODE  0x629D  #define MUTE  0xE21D  #define PREV  0x02FD  // PREV  #define NEXT  0xC23D  // NEXT  #define PLAY\_PAUSE  0x22DD  // PLAY/PAUSE  #define VOL\_DOWN  0xA857  // VOL-  #define VOL\_UP  0x906F  // VOL+  #define EQ  0xE01F  // EQ  #define \_\_0  0xFF6897  // 0  #define \_\_1  0xFF30CF  // 1  #define \_\_2  0xFF18E7  // 2  #define \_\_3  0xFF7A85  // 3  #define \_\_4  0xFF10EF  // 4  #define \_\_5  0xFF38C7  // 5  #define \_\_6  0xFF5AA5  // 6  #define \_\_7  0xFF42BD  // 7  #define \_\_8  0xFF4AB5  // 8  #define \_\_9  0xFF52AD  // 9  // Reset timer at 0xFC67  #define PUSH\_BIT\_1() buffer |=(uint32)1<<(31-negedge\_count);  #define PUSH\_BIT\_0() /\*do nothing\*/;  #define RESET\_BUFFER() buffer=0;  #define EXTRACT\_FRAME() data\_frame=buffer; buffer = 0; negedge\_count = 0;  // Based on the diagram of "8051 Pro" Kit  // sbit IR\_RCV\_PIN = P3^2;  // sbit IndicatorLED = P2^7;  // sbit DataRcv = P2^6;  sbit FrameExtracted = P2^0;  // sbit MR = P2^4;  // Final data\_frame  uint32 data\_frame = 0;  // Temporary storing unfinished  data-frame while receiving.  uint32 buffer = 0;  // Mili-second count  uint8 ms\_count = 0;  // bit-count  int8 negedge\_count = 0;  // //check if we have a new data\_frame or not?  // uint8 new\_dataframe(){  //     return (data\_frame!=0)?1:0;  // }  //clear frame after read!  uint32 read\_extracted\_frame(){      uint32 frame = data\_frame;      data\_frame = 0;      return frame;  }  void IR\_Reading\_Initial(){      // IndicatorLED = 1;      // DataRcv = 1;      buffer = 0;      data\_frame = 0;      negedge\_count = 0;      GLOBAL\_INT(ENABLE);      eINT0\_CTL(ENABLE);      TIMER0\_CTL(ENABLE);      TIMER0\_CTL(MODE\_16BIT);      TIMER0\_CTL(START);      TIMER0\_CTL(RESET);  }  void Timer0\_OverFlow\_Interrupt() interrupt 1 {      // IndicatorLED = ~IndicatorLED;      TIMER0\_CTL(RESET);      //A data-frame isn't longer than 67.5mili-sec.      if(ms\_count<67) ms\_count = ms\_count + 1;  }  void External0\_Interrupt() interrupt 0 {      uint32 current\_mscount = 0;      current\_mscount = ms\_count;      TIMER0\_CTL(RESET);      ms\_count=0;      negedge\_count +=1;      // DataRcv = ~DataRcv;      // this neg-edge by SOF (start of frame)?      if(current\_mscount >= 67){          negedge\_count = -2;          RESET\_BUFFER();      }else{          if( negedge\_count < 0)              /\*Do nothing, skip this neg-edge\*/;          if(0 <= negedge\_count && negedge\_count <= 31){              if( current\_mscount >= 2){                  PUSH\_BIT\_1();              }else{                  PUSH\_BIT\_0();              }          }else if(negedge\_count >= 32){              EXTRACT\_FRAME();              FrameExtracted=0;              delay\_ms(1);              FrameExtracted=1;          }      }  }  #endif |

## LED7Seg\_OnKit.h

|  |  |
| --- | --- |
| LED7Seg\_OnKit.h | //version: 0.1.3  //---------- Include -----------  #ifndef \_LED7SEG\_ONKIT\_H\_  #define \_LED7SEG\_ONKIT\_H\_  #include "Utilities.h"  //---------- Macros -----------  sbit GND0 = P2^2;  sbit GND1 = P2^3;  sbit GND2 = P2^4;  #define LED\_7SEG P0  const uint8 DIGIT\_CODE[] = {0X3F, 0X06, 0X5B, 0X4F, 0X66, 0X6D,                             0X7D, 0X07, 0X7F, 0X6F, /\*A\*/0x77, 0x7C,                             0x58, 0x5E, 0x79, 0x71};  uint8 LED[8] = {0, 0, 0, 0, 0, 0, 0, 0};  /\*    8   7   6   5   4   3   2   1    \_   \_   \_   \_   \_   \_   \_   \_   |\_| |\_| |\_| |\_| |\_| |\_| |\_| |\_|   |\_|.|\_|.|\_|.|\_|.|\_|.|\_|.|\_|.|\_|.  \*/  void led7seg\_disp(uint8  POS, uint8  CODE){      switch (POS) {          case 0x1:              { GND0 = 0; GND1 = 0; GND2 = 0; LED\_7SEG = CODE; return;}          case 0x2:              { GND0 = 1; GND1 = 0; GND2 = 0; LED\_7SEG = CODE; return;}          case 0x3:              { GND0 = 0; GND1 = 1; GND2 = 0; LED\_7SEG = CODE; return;}          case 0x4:              { GND0 = 1; GND1 = 1; GND2 = 0; LED\_7SEG = CODE; return;}          case 0x5:              { GND0 = 0; GND1 = 0; GND2 = 1; LED\_7SEG = CODE; return;}          case 0x6:              { GND0 = 1; GND1 = 0; GND2 = 1; LED\_7SEG = CODE; return;}          case 0x7:              { GND0 = 0; GND1 = 1; GND2 = 1; LED\_7SEG = CODE; return;}          case 0x8:              { GND0 = 1; GND1 = 1; GND2 = 1; LED\_7SEG = CODE; return;}          default:              LED\_7SEG = 0x0;      }  }  void Disp8leds7seg(uint32 ms\_disp\_t){      uint8 i = 0;      uint32 j = 0;      REP(j, 1, ms\_disp\_t)          REP(i, 0, 7){              led7seg\_disp(i+1, LED[i]);              delay\_us(5);              LED\_7SEG = 0x0;          }  }  #endif |

## main.h

|  |  |
| --- | --- |
| main.h | #include "Utilities.h"  #include "DS1302.h"  #include "XPT2046.h"  #include "IR\_Reading.h"  #include "LED7Seg\_OnKit.h"  sbit dev0 = P2^5;  sbit dev1 = P2^6;  sbit dev2 = P2^7;  enum enum\_modes{      NORMAL\_MODE = 0,      SETUP\_MODE  = 1,      TIME\_SETUP\_MODE = 3,      DEV\_CONTROL\_MODE = 4,      SYS\_TIME\_SETUP\_MODE = 9,      SYS\_TIME\_SETUP = 27,      ON\_TIME\_SETUP\_MODE = 10,      ON\_TIME\_SETUP = 30,      OFF\_TIME\_SETUP\_MODE = 11,      OFF\_TIME\_SETUP = 33,      DEV0\_SETUP\_MODE = 12,      DEV1\_SETUP\_MODE = 13,      DEV2\_SETUP\_MODE = 14,      DEV0\_ON\_OFF =36,      DEV1\_ON\_OFF =39,      DEV2\_ON\_OFF =42  };  //Current screen :v  uint32 CURRENT\_INDX = 0;  // uint8 MODE\_TREE[250];  //Wait for yes\_no?  uint8 WAIT\_YES\_NO = false;  /\*  MSB  ... 2 1 0 LSB           x x x      H: Enable      L: Disable  \*/  uint8 dev0\_user\_ctl = 0;  uint8 dev1\_user\_ctl = 0;  uint8 dev2\_user\_ctl = 0;  uint8 dev0\_syst\_ctl = 0;  uint8 dev1\_syst\_ctl = 0;  uint8 dev2\_syst\_ctl = 0;  /\*  MSB  ... 1 0 LSB           | |           | |           | off           on timer      H: Enable      L: Disable  \*/  uint8 timer\_enable = 0;  // code received from IR REMOTE  uint32 IR\_data = 0;  //System time  TIME system\_time = {0, 0, 0, 0, 0, 0, 0};  //Turn-on device time  TIME time\_on = {0, 0, 0, 0, 0, 0, 0};  //Turn-off device time  TIME time\_off = {0, 0, 0, 0, 0, 0, 0};  //Remote code to number  uint8 CODE2NUM(uint32 CODE){      switch (CODE) {          case \_\_0: return 0;          case \_\_1: return 1;          case \_\_2: return 2;          case \_\_3: return 3;          case \_\_4: return 4;          case \_\_5: return 5;          case \_\_6: return 6;          case \_\_7: return 7;          case \_\_8: return 8;          case \_\_9: return 9;      }      return 0;  }  void clear(){      LED[0] = 0x0;      LED[1] = 0x0;      LED[2] = 0x0;      LED[3] = 0x0;      LED[4] = 0x0;      LED[5] = 0x0;      LED[6] = 0x0;      LED[7] = 0x0;  }  uint8 YES\_NO(){      uint32 CODE = 0;      while(0x1){          CODE = read\_extracted\_frame();          clear();          LED[7] = 0x6E; LED[6] = 0x37;          Disp8leds7seg(1);          switch (CODE) {              //extend for more options :v              case PLAY\_PAUSE: return 1;              case MODE: return 0;              case ON\_OFF: return 0;          }      }      return 0;  }  uint8 SET\_TIMER(TIME\* t){      uint8 POS = 0;      // POS = 0: exit      // POS = 1: set on minute \_x1      // POS = 2: set on minute \_x10      // POS = 3: set on hour \_x1      // POS = 4: set on hour \_x10      uint32 CODE = 0;      TIME tmp;      // tmp = \*t;      DS1302\_Read\_Time(&tmp, 0x6);      while(0x1){          CODE = read\_extracted\_frame();          if(CODE == PLAY\_PAUSE) break;          if(CODE == PREV) POS = (POS+1 + 2)%2;          if(CODE == NEXT) POS = (POS-1 + 2)%2;          if(CODE == ON\_OFF) return 0;          if(CODE == MODE) return 0;          switch (POS) {              case 0:                  tmp.MINUTE += CODE2NUM(CODE)%10; tmp.MINUTE%=60; break;              case 1:                  tmp.HOUR   += CODE2NUM(CODE); tmp.HOUR%=24; break;          }          LED[0] = DIGIT\_CODE[tmp.MINUTE%10] + ((POS==0)?(0x80):(0));          LED[1] = DIGIT\_CODE[tmp.MINUTE/10];          LED[2] = DIGIT\_CODE[tmp.HOUR%10]   + ((POS==1)?(0x80):(0));          LED[3] = DIGIT\_CODE[tmp.HOUR/10];          Disp8leds7seg(50);      }      if(YES\_NO()){          \*t = tmp;          return 1;      }      return 0;  }  uint8 SET\_ON\_OFF\_NONE(uint8 \*val, uint8 dev){      uint8 tmp = 2;      uint32 CODE = 0;      while(0x1){          CODE = read\_extracted\_frame();          if(CODE == PLAY\_PAUSE) break;          if(CODE == PREV) tmp = (tmp+1 + 3)%3;          if(CODE == NEXT) tmp = (tmp-1 + 3)%3;          if(CODE == ON\_OFF) return 0;          if(CODE == MODE) return 0;          switch (tmp) {              case 0:                  LED[7] = DIGIT\_CODE[13];                  LED[6] = DIGIT\_CODE[dev];                  LED[5] = 0;                  LED[4] = 0;                  LED[3] = DIGIT\_CODE[0];                  LED[2] = DIGIT\_CODE[15];                  LED[1] = DIGIT\_CODE[15];                  LED[0] = 0;                  break;              case 1:                  LED[7] = DIGIT\_CODE[13];                  LED[6] = DIGIT\_CODE[dev];                  LED[5] = 0;                  LED[4] = 0;                  LED[3] = DIGIT\_CODE[0];                  LED[2] = 0x37;                  LED[1] = 0x0;                  LED[0] = 0x0;                  break;              case 2:                  LED[7] = DIGIT\_CODE[13];                  LED[6] = DIGIT\_CODE[dev];                  LED[5] = 0;                  LED[4] = 0;                  LED[3] = 0x37;                  LED[2] = DIGIT\_CODE[0];                  LED[1] = 0x37;                  LED[0] = DIGIT\_CODE[14];                  break;          }          Disp8leds7seg(50);      }      if(YES\_NO()){          \*val = (tmp == 0 || tmp == 1)?(tmp):(Z);          return 1;      }      return 0;  }  void read\_system\_time(){      DS1302\_Read\_Time(&system\_time, 0x7);  }  void update\_dev\_state(){      if(dev0\_user\_ctl == Z)          dev0 = (dev0\_syst\_ctl)?0:1;      else          dev0 = (dev0\_user\_ctl)?0:1;      if(dev1\_user\_ctl == Z)          dev1 = (dev1\_syst\_ctl)?0:1;      else          dev1 = (dev1\_user\_ctl)?0:1;      if(dev2\_user\_ctl == Z)          dev2 = (dev2\_syst\_ctl)?0:1;      else          dev2 = (dev2\_user\_ctl)?0:1;  }  uint32 have\_daylight(){      Read\_AD\_Data(0xA4);      if( (Read\_AD\_Data(0xA4)%1000) > 30)          return true;      return false;  }  uint32 get\_up\_index(uint32 indx){      if(indx == 0) return 1;      return (indx/3);  }  uint32 get\_down\_index(uint32 indx){      if(indx\*3 > 42) return indx;      return (indx\*3);  }  uint32 get\_left\_index(uint32 indx){      switch (indx) {          case 3: return 4;          case 4: return 3;          case 10: return 9;          case 11: return 10;          case 9: return 11;          case 12: return 14;          case 13: return 12;          case 14: return 13;      }      return indx;  }  uint32 get\_right\_index(uint32 indx){      switch (indx) {          case 3: return 4;          case 4: return 3;          case 9: return 10;          case 10: return 11;          case 11: return 9;          case 12: return 13;          case 13: return 14;          case 14: return 12;      }      return indx;  }  void code\_proc(uint32 CODE){      switch (CODE) {          case ON\_OFF:              dev0\_syst\_ctl = (dev0\_syst\_ctl)?(0):(1);              return;          case MODE:              CURRENT\_INDX = get\_up\_index(CURRENT\_INDX);              break;          case PLAY\_PAUSE:              CURRENT\_INDX = get\_down\_index(CURRENT\_INDX);              break;          case PREV:              CURRENT\_INDX = get\_left\_index(CURRENT\_INDX);              break;          case NEXT:              CURRENT\_INDX = get\_right\_index(CURRENT\_INDX);              break;      }      switch (CURRENT\_INDX) {          case NORMAL\_MODE:              LED[0] = DIGIT\_CODE[(system\_time.SECOND)%10];              LED[1] = DIGIT\_CODE[(system\_time.SECOND/10)%10];              LED[2] = 0x40;              LED[3] = DIGIT\_CODE[(system\_time.MINUTE)%10];              LED[4] = DIGIT\_CODE[(system\_time.MINUTE/10)%10];              LED[5] = 0x40;              LED[6] = DIGIT\_CODE[(system\_time.HOUR)%10];              LED[7] = DIGIT\_CODE[(system\_time.HOUR/10)%10];              return;          case SETUP\_MODE:              LED[7] = DIGIT\_CODE[5];              LED[6] = DIGIT\_CODE[14];              LED[5] = 0x7;              LED[4] = 0x3E;              LED[3] = 0x73;              LED[2] = 0x0;              LED[1] = 0x0;              LED[0] = 0;              return;          case TIME\_SETUP\_MODE:              LED[7] = 0x31;              LED[6] = 0x40;              LED[5] = 0x39;              LED[4] = 0x31;              LED[3] = 0x38;              LED[2] = 0x0;              LED[1] = 0x0;              LED[0] = 0x0;              return;          case SYS\_TIME\_SETUP\_MODE:              LED[7] = DIGIT\_CODE[5];              LED[6] = 0x6E;              LED[5] = DIGIT\_CODE[5];              LED[4] = 0x0;              LED[3] = 0x0;              LED[2] = 0x0;              LED[1] = 0x0;              LED[0] = 0x0;              return;          case SYS\_TIME\_SETUP:              if( SET\_TIMER(&system\_time))                  DS1302\_Write\_Time(&system\_time, 0x7F);              CURRENT\_INDX = get\_up\_index(CURRENT\_INDX);              return;          case ON\_TIME\_SETUP\_MODE:              LED[7] = DIGIT\_CODE[0];              LED[6] = 0x37;              LED[5] = 0;              LED[4] = 0;              LED[3] = 0x0;              LED[2] = 0x0;              LED[1] = 0x0;              LED[0] = 0x0;              return;          case ON\_TIME\_SETUP:              SET\_TIMER(&time\_on);              CURRENT\_INDX = get\_up\_index(CURRENT\_INDX);              return;          case OFF\_TIME\_SETUP\_MODE:              LED[7] = DIGIT\_CODE[0];              LED[6] = DIGIT\_CODE[15];              LED[5] = DIGIT\_CODE[15];              LED[4] = 0;              LED[3] = 0x0;              LED[2] = 0x0;              LED[1] = 0x0;              LED[0] = 0x0;              return;          case OFF\_TIME\_SETUP:              SET\_TIMER(&time\_off);              CURRENT\_INDX = get\_up\_index(CURRENT\_INDX);              return;          case DEV\_CONTROL\_MODE:              LED[7] = DIGIT\_CODE[13];              LED[6] = DIGIT\_CODE[14];              LED[5] = 0x3E;              LED[4] = 0x39;              LED[3] = 0x31;              LED[2] = 0x38;              LED[1] = 0x0;              LED[0] = 0x0;              return;            case DEV0\_SETUP\_MODE:              LED[7] = DIGIT\_CODE[5];              LED[6] = DIGIT\_CODE[14];              LED[5] = 0x7;              LED[4] = 0x3E;              LED[3] = 0x73;              LED[2] = 0x0;              LED[1] = DIGIT\_CODE[13];              LED[0] = DIGIT\_CODE[0];              return;          case DEV1\_SETUP\_MODE:              LED[7] = DIGIT\_CODE[5];              LED[6] = DIGIT\_CODE[14];              LED[5] = 0x7;              LED[4] = 0x3E;              LED[3] = 0x73;              LED[2] = 0x0;              LED[1] = DIGIT\_CODE[13];              LED[0] = DIGIT\_CODE[1];              return;          case DEV2\_SETUP\_MODE:              LED[7] = DIGIT\_CODE[5];              LED[6] = DIGIT\_CODE[14];              LED[5] = 0x7;              LED[4] = 0x3E;              LED[3] = 0x73;              LED[2] = 0x0;              LED[1] = DIGIT\_CODE[13];              LED[0] = DIGIT\_CODE[2];              return;          case DEV0\_ON\_OFF:              SET\_ON\_OFF\_NONE(&dev0\_user\_ctl, 0);              CURRENT\_INDX = get\_up\_index(CURRENT\_INDX);              update\_dev\_state();              return;          case DEV1\_ON\_OFF:              SET\_ON\_OFF\_NONE(&dev1\_user\_ctl, 1);              CURRENT\_INDX = get\_up\_index(CURRENT\_INDX);              update\_dev\_state();              return;          case DEV2\_ON\_OFF:              SET\_ON\_OFF\_NONE(&dev2\_user\_ctl, 2);              CURRENT\_INDX = get\_up\_index(CURRENT\_INDX);              update\_dev\_state();              return;      }  }  void main\_intial(){      IR\_Reading\_Initial();      DS1302\_Initial();      dev0\_user\_ctl = Z;      dev1\_user\_ctl = Z;      dev2\_user\_ctl = Z;      CURRENT\_INDX = 0;      DS1302\_Write\_Time(&system\_time, 0x7F);  } |

## main.c

|  |  |
| --- | --- |
| main.c | #include "main.h"  #include "IR\_Reading.h"  int main(){      main\_intial();      while(true){          read\_system\_time();          if(time\_equal\_cmp(system\_time, time\_on, 0x6))              dev2\_syst\_ctl = HIGH;          if(time\_equal\_cmp(system\_time, time\_off, 0x6))              dev2\_syst\_ctl = LOW;          if(have\_daylight()){              dev1\_syst\_ctl = LOW;          }else{              dev1\_syst\_ctl = HIGH;          }          update\_dev\_state();          code\_proc(read\_extracted\_frame());          Disp8leds7seg(10);      }      return 0;  } |

# BÀI THỰC HÀNH 8 – NHÀ THÔNG MINH 2

Điều khiển 05 thiết bị, trong đó có

* 01 thiết bị có thể điều khiển từ xa bằng hồng ngoại.
* 01 thiết bị có thể hẹn giờ tắt/bật.
* 01 thiết bị có thể tắt/bật tự động theo ánh sáng.
* 01 thiết bị có thể điều khiển từ diện thoại thông minh.

## Utilities.h

|  |  |
| --- | --- |
|  | Đã định nghĩa ở [BÀI THỰC HÀNH SỐ 7 – NHÀ THÔNG MINH 1](#_BÀI_THỰC_HÀNH) |

## Time.h

|  |  |
| --- | --- |
|  | Đã định nghĩa ở [BÀI THỰC HÀNH SỐ 7 – NHÀ THÔNG MINH 1](#_BÀI_THỰC_HÀNH) |

## XPT2046.h

|  |  |
| --- | --- |
|  | Đã định nghĩa ở [BÀI THỰC HÀNH SỐ 7 – NHÀ THÔNG MINH 1](#_BÀI_THỰC_HÀNH) |

## ThreeWiresProtocol.h

|  |  |
| --- | --- |
|  | Đã định nghĩa ở [BÀI THỰC HÀNH SỐ 7 – NHÀ THÔNG MINH 1](#_BÀI_THỰC_HÀNH) |

## DS1302.h

|  |  |
| --- | --- |
|  | Đã định nghĩa ở [BÀI THỰC HÀNH SỐ 7 – NHÀ THÔNG MINH 1](#_BÀI_THỰC_HÀNH) |

## LCD\_1602.h

|  |  |
| --- | --- |
| LCD\_1602.h | #ifndef \_LCD\_1602\_H\_  #define \_LCD\_1602\_H\_  /\*  This lib was made to interfacing with LCD.  LCD's pin informatios:    \_\_ \_\_ \_\_ \_\_ \_\_ \_\_ \_\_ \_\_ \_\_ \_\_ \_\_ \_\_  |  ################################   |  |  ################################   |  | \_\_ \_\_ \_\_ \_\_ \_\_ \_\_ \_\_ \_\_ \_\_ \_\_ \_\_ \_\_ |      | | | | | | | | | |  |  |  |  |      1 2 3 4 5 6 7 8 9 10 11 12 13 14  pin 0     - VSS - Connected to the ground of the MCU/ Power source  pin 1     - VDD - Connected to the supply pin of Power source  pin 2     - VEE - Connected to a variable POT that can source 0-5V  pin 3     - RS  - Toggles between Command/Data Register  pin 4     - RW  - Toggles the LCD between Read/Write Operation  pin 5     - E   - Must be held high to perform Read/Write Operation  Pin 7-14  - D   - Pins used to send Command or data to the LCD.  macro  \*/  #include <stdio.h>  #include <REGX52.h>  #include "Utilities.h"  #define LCD\_ON\_CURSOR\_ON            0x0F  //LCD ON, cursor ON  #define CLEAR\_SCREEN                0x01  //Clear display screen  #define RETURN\_HOME                 0x02  //Return home  #define LEFT\_SHIFT\_CURSOR           0x04  //Decrement cursor (shift cursor to left)  #define RIGHT\_SHIFT\_CURSOR          0x06  //Increment cursor (shift cursor to right)  #define LEFT\_SHIFT\_DISPLAY          0x05  //Shift display right  #define RIGHT\_SHIFT\_DISPLAY         0x07  //Shift display left  #define DISPLAY\_ON\_CURSOR\_BLINKING  0x0E  //Display ON, cursor blinking  #define SET\_CURSOR\_0x\_0y            0x80  //Force cursor to beginning of first line  #define SET\_CURSOR\_1x\_0y            0xC0  //Force cursor to beginning of second line  #define LINEx2\_MAT5x7               0x38  //2 lines and 5×7 matrix  #define CMD11                       0x83  //Cursor line 1 position 3  #define ACTIVATE\_2nd\_LINE           0x3C  //Activate second line  #define LCD\_OFF\_CURSOR\_OFF          0x08  //Display OFF, cursor OFF  #define CMD14                       0xC1  //Jump to second line, position 1  #define LCD\_ON\_CURSOR\_OFF           0x0C  //Display ON, cursor OFF  #define CMD16                       0xC1  //Jump to second line, position 1  #define CMD17  #define WRITE\_MODE              0x0  #define READ\_MODE               0x1  #define SEND\_CMD\_MODE           0x0  #define SEND\_DISPLAY\_DATA\_MODE  0x1  //  The variables bellow can be edited bases on  //  your circuit.  //  Set your LCD is in receiving command or receriving display data.  sbit RS         = P2^6; //RS pin  //  Set your LCD is READ mode or WRITE mode (usually write mode, be written by your MCU)  sbit RW         = P2^5; //  //  Enable your LCD by a negedge pulse  sbit EN         = P2^7;  //  Receive or Transfer data (parallel)  #define DATA\_PORT P0  //  Make a MONO pulse at EN pin  //  MONO pulse: LOW->HIGH (HIGH)\*n HIGH->LOW :))  void LCD\_ENABLE(){      //Enable, a high to low pulse need to enable the LCD      EN = 0x1;      delay\_us(50);      EN = 0x0;  }  //  To sent command to the LCD.  void LCD\_SEND\_BYTE\_COMMAND(unsigned char CMD){      DATA\_PORT = CMD;      delay\_us(50);      RS = SEND\_CMD\_MODE;      delay\_us(50);      RW   = WRITE\_MODE;      delay\_us(50);      LCD\_ENABLE();  }  //  To sent a byte of DISPLAY DATA to the LCD.  void LCD\_SEND\_BYTE\_DISPLAY(unsigned char BYTE){      // NOTE: BYTE is displayed in ASCII.      DATA\_PORT = BYTE;      delay\_us(50);      RS = SEND\_DISPLAY\_DATA\_MODE;      delay\_us(50);      RW = WRITE\_MODE;      delay\_us(50);      LCD\_ENABLE();  }  //  To sent an array of byte of DISPLAY DATA to the LCD.  void LCD\_SEND\_BYTE\_ARRAY\_DISPLAY(char ARR[], uint8 SIZE){      uint32 i = 0;      if(SIZE<0)          while(\*ARR){              LCD\_SEND\_BYTE\_DISPLAY(\*ARR);              ARR++;          }      else          while( i < SIZE ){              LCD\_SEND\_BYTE\_DISPLAY(ARR[i]);              ++i;          }  }  //  Set the position of the CURSOR in 16x2 LCD screen.  void LCD\_SET\_CURSOR\_POS(uint32 ROW, uint32 COL){      if(ROW == 0){          LCD\_SEND\_BYTE\_COMMAND(SET\_CURSOR\_0x\_0y+COL);      }      if(ROW == 1){          LCD\_SEND\_BYTE\_COMMAND(SET\_CURSOR\_1x\_0y+COL);      }  }  /\*  Set TEXT in LCD.  Limits:      size : [0-->31]      row  : [0-->1]      col  : [0-->15]      warp\_text   : [0->1]      clear\_screen : [0->1]      row\_offset  : [0->1]      col\_offset  : [0->15]  \*/  void LCD\_Set\_Text(          char str[], uint8 str\_size,          uint8 row\_offset, uint8 col\_offset      ){      uint8 displayed = 0;          //un-warp text          LCD\_SET\_CURSOR\_POS(row\_offset, col\_offset);          LCD\_SEND\_BYTE\_ARRAY\_DISPLAY(str, str\_size);  }  //Simple to set TEXT which to be displayed in LCD WITHOUT CLEAR previous screen  void LCD\_Simple\_Set\_Text\_1(          char str[], uint8 str\_size,          uint8 row\_offset, uint8 col\_offset      ){      if(str\_size == 0) { while(str[str\_size++]); --str\_size;}      LCD\_Set\_Text(str, str\_size, row\_offset, col\_offset);  }  //Simple to set TEXT which to be displayed in LCD WITH CLEAR previous screen  void LCD\_Simple\_Set\_Text\_2(          char str[], uint8 str\_size,          uint8 row\_offset, uint8 col\_offset      ){      LCD\_SEND\_BYTE\_COMMAND(0x01);      if(str\_size == 0) { while(str[str\_size++]); --str\_size;} // Cannot disp '\0' --> remove it!      LCD\_Set\_Text(str, str\_size, row\_offset, col\_offset);  }  // void LCD\_Clear\_Screen(){  //  LCD\_SEND\_BYTE\_COMMAND(CLEAR\_SCREEN);  // }  //  Set up your LCD.  void LCD\_Initial(){      delay\_us(50);      LCD\_SEND\_BYTE\_COMMAND(LINEx2\_MAT5x7);      LCD\_SEND\_BYTE\_COMMAND(LCD\_ON\_CURSOR\_OFF);      LCD\_SEND\_BYTE\_COMMAND(RIGHT\_SHIFT\_CURSOR);  }  #endif |

## String\_Ultils.h

|  |  |
| --- | --- |
| String\_Ultils.h | #ifndef \_STRING\_ULTILS\_H\_  #define \_STRING\_ULTILS\_H\_  #include "Utilities.h"  #define digit2char(x) ((x)+'0')  #define str\_len(x) sizeof(x)  #define x1\_digit(x) ((x)%10)  #define x10\_digit(x) (((x)/10)%10)  #define x100\_digit(x) (((x)/100)%10)  #define x1000\_digit(x) (((x)/1000)%10)  #define \_is\_lower\_case(x) ('a' <= (x) && (x) <= 'z')  #define \_is\_upper\_case(x) ('A' <= (x) && (x) <= 'Z')  #define \_not\_digit(x) (!('0' <= (x) && (x) <= '9'))  #define \_not\_dollar\_sign(x) (!((x)!='$'))  #define \_not\_equal\_sign(x) (!((x)!='='))  #define \_not\_underscore(x) (!((x)=='\_'))  #define \_is\_new\_line(x) ((x)=='\n')  #define \_is\_carriage\_return(x) ((x)=='\r')  uint8 \_string\_equal\_compare(char str1[], char str2[], uint8 cmp\_size, uint8 str2\_offset){      //Warning: str2\_offset+cmp\_size < size\_of(str2)      uint8 i;      if(cmp\_size < 1) return 0;      REP(i, 0, cmp\_size-1){          if( str1[i] != str2[i+str2\_offset] ) return 0;      }      return 1;  }  // void \_string\_to\_upper\_case(char str[], uint8 str\_size){  //     if(str\_size == 0) return;  //     while(str\_size--){  //         if(\_is\_lower\_case(str[str\_size])) str[str\_size]-= 'a'-'A';  //     }  // }  // void \_string\_to\_lower\_case(char str[], uint8 str\_size){  //     if(str\_size == 0) return;  //  while(str\_size--){  //      if(\_is\_upper\_case(str[str\_size])) str[str\_size]+= 'a'-'A';  //  }  // }  // void \_string\_copy(char dest[], char scr[], uint8 cp\_size, uint8 offset){  //     uint8 i;  //     if(cp\_size < 1 ) return;  //     REP(i, offset, cp\_size-1)  //         dest[i] = scr[i];  // }  uint8 \_string\_find\_pattern(char pattern[], uint8 pat\_size, char text[], uint8 txt\_size, uint8 offset){      // Note: pat\_size <= txt\_size < 256      // Note: Return the first found position from range [offset, txt\_size)      uint8 i;      if(pat\_size>txt\_size) return txt\_size;      // This algorithm run with O-complexity: O(pat\_size\*txt\_size)      REP(i, offset, txt\_size-pat\_size){          if( \_string\_equal\_compare(pattern, text+i, pat\_size, 0)){              return i;          }      }      return txt\_size;  }  // void \_string\_num2text(uint32 num, char text[], uint8 text\_size){  //     uint8 i;  //     REP(i, 0, text\_size-1){  //         text[(text\_size-1)-i] = num%10 + '0';  //         num/=10;  //     }  //     text[text\_size]='\0';  // }  #endif |

## UART\_BLE.h

|  |  |
| --- | --- |
| UART\_BLE.h | // refs: https://www.electronicwings.com/8051/8051-uart  // refs: https://embetronicx.com/tutorials/microcontrollers/8051/8051-uart-tutorial-serial-communication/  #ifndef \_BLUETOOTH\_UART\_H\_  #define \_BLUETOOTH\_UART\_H\_  #include "LCD\_1602.h"  #include "Utilities.h"  #include "String\_Ultils.h"  /\*  Valid msg from Bluetooth module:  NOTE: flip dev-state (1->0, 0->1) if the dev is controlled by USER      inv1      inv2      inv3      inv4      inv5  \*/  #define \_max\_buffer\_size 8  #define \_bounded\_y(x, y) ((x)%(y))  uint8 ble\_rcv\_size;  char  ble\_rcv\_data[\_max\_buffer\_size];  void UART\_Byte\_Transmit(char transmit\_data){      // Copy data to BUFFER      SBUF = transmit\_data;      // while for another Transmission until it end      while (TI==0);      // Reset TI flag to start this Transmission      TI = 0;  }  void UART\_Bytes\_Transmit(char transmit\_data[], int32 transmit\_data\_size){      int32 i;      if(transmit\_data\_size == 0){          while(\*transmit\_data){              UART\_Byte\_Transmit(\*transmit\_data);              transmit\_data++;          }      }else{          REP(i, 1, transmit\_data\_size){              UART\_Byte\_Transmit(transmit\_data[i-1]);          }      }  }  // uint8 UART\_Read\_Data(char uart\_data[], char read\_size){  //  if(read\_size == 0 || ble\_rcv\_size == 0) return false; // for read failed  //  read\_size = min\_val(read\_size, ble\_rcv\_size);  //  \_string\_copy(uart\_data, ble\_rcv\_data, read\_size, 0);  //  //reset buffer size (aka ble\_rcv\_data)  //  ble\_rcv\_size = 0;  //  return true; // for read successful  // }  uint8 ble\_has\_contained(char pattern[], uint8 pat\_size){      if(ble\_rcv\_size<1) return 0;      return \_string\_find\_pattern(pattern, pat\_size, ble\_rcv\_data, ble\_rcv\_size, 0) < ble\_rcv\_size;  }  void Bluetooth\_UART\_Initial(){      //UART initial      GLOBAL\_INT(ENABLE);      ES = 1; //Serial interrupt      TMOD |= 0x20; //Set timer 2 mode 8bit      TH1 = 0xFD; //load value for baud rate = 9600      TL1 = 0xFD; //load value for baud rate = 9600      SCON = 0x50;      TR1 = 1; // start timer 1        //Bluetooth initial      ble\_rcv\_size = 0;  }  void UART\_Received() interrupt 4 {      char temp\_char;      if(RI == 1){          temp\_char = SBUF;          if(              \_is\_carriage\_return(temp\_char)              || \_is\_new\_line(temp\_char)          ){                  RI = 0;                  return;          }          if(\_is\_upper\_case(temp\_char)) temp\_char -= 'a'-'A';          ble\_rcv\_size = \_bounded\_y(ble\_rcv\_size, \_max\_buffer\_size)+1;          ble\_rcv\_data[ble\_rcv\_size-1] = temp\_char;          RI = 0;      }else{          // TI = 0;      }  }  #endif |

## main.h

|  |  |
| --- | --- |
| main.h | #include "Time.h"  #include "String\_Ultils.h"  #include "UART\_BLE.h"  #include "DS1302.h"  #include "Utilities.h"  #include "XPT2046.h"  #include "UART\_BLE.h"  #include "LCD\_1602.h"  #include "LCD\_1602.h"  #include "IR\_Reading.h"  #define \_1st\_bit\_mask 0x01  #define \_2nd\_bit\_mask 0x02  #define \_3rd\_bit\_mask 0x04  #define \_4th\_bit\_mask 0x08  #define \_5th\_bit\_mask 0x10  #define \_6th\_bit\_mask 0x20  #define \_7th\_bit\_mask 0x40  #define \_8th\_bit\_mask 0x80  #define DEV1\_MASK 0x003  #define DEV2\_MASK 0x00C  #define DEV3\_MASK 0x030  #define DEV4\_MASK 0x0C0  #define DEV5\_MASK 0x300  #define MODE\_UP() DISP\_MODE/=5  #define MODE\_DOWN() if(DISP\_MODE<170) DISP\_MODE\*=5  #define MODE\_NORMAL 0  #define MODE\_SETUP 1  #define MODE\_SETUP\_TIME 5  #define MODE\_SETUP\_TIME\_SYSTEM\_DISP  25  #define MODE\_SETUP\_TIME\_SYSTEM\_ACTION  125  #define MODE\_SETUP\_TIME\_TIMER\_1\_DISP 26  #define MODE\_SETUP\_TIME\_TIMER\_1\_ACTION 130  #define MODE\_SETUP\_TIME\_TIMER\_2\_DISP 27  #define MODE\_SETUP\_TIME\_TIMER\_2\_ACTION 135  #define MODE\_SETUP\_DEVICE 6  #define MODE\_SETUP\_DEVICE\_1\_DISP 30  #define MODE\_SETUP\_DEVICE\_1\_ACTION 150  #define MODE\_SETUP\_DEVICE\_2\_DISP 31  #define MODE\_SETUP\_DEVICE\_2\_ACTION 155  #define MODE\_SETUP\_DEVICE\_3\_DISP 32  #define MODE\_SETUP\_DEVICE\_3\_ACTION 160  #define MODE\_SETUP\_DEVICE\_4\_DISP 33  #define MODE\_SETUP\_DEVICE\_4\_ACTION 165  #define MODE\_SETUP\_DEVICE\_5\_DISP 34  #define MODE\_SETUP\_DEVICE\_5\_ACTION 170  sbit DEV1 = P2^0;  sbit DEV2 = P2^1;  sbit DEV3 = P2^2;  sbit DEV4 = P2^3;  sbit DEV5 = P2^4;  uint8 gp\_reg; //general purpose register  uint8 HOLD = 0;  uint8 DISP\_MODE = 0;  uint8 SYST\_TRIGGER = 0;  uint8 USER\_DEV\_CTL = 0;  uint8 SYS\_CTL\_INV = 0;  uint16 CTL\_DEV\_SEL = 0;  char time\_disp\_1[]="TIME:   XX:XX:XX";  char time\_disp\_2[]="DATE:   XX/XX/XX";  TIME    sys\_t = {7  , 12, 11, 24, 21, 05, 45},          timer\_1 = {7  , 12, 11, 24, 21, 05, 55},          timer\_2 = {7  , 12, 11, 24, 21, 06, 5};  void Time\_Data\_Display(char label\_1[], char label\_2[], TIME t, uint8 SEL){      time\_disp\_1[0] = label\_1[0];      time\_disp\_1[1] = label\_1[1];      time\_disp\_1[2] = label\_1[2];      time\_disp\_1[3] = label\_1[3];      time\_disp\_1[4] = label\_1[4];      time\_disp\_1[5] = label\_1[5];      time\_disp\_1[6] = label\_1[6];      time\_disp\_1[7] = label\_1[7];      time\_disp\_2[0] = label\_2[0];      time\_disp\_2[1] = label\_2[1];      time\_disp\_2[2] = label\_2[2];      time\_disp\_2[3] = label\_2[3];      time\_disp\_2[4] = label\_2[4];      time\_disp\_2[5] = label\_2[5];      time\_disp\_2[6] = label\_2[6];      time\_disp\_2[7] = label\_2[7];      if(SEL & \_1st\_bit\_mask){          time\_disp\_1[8] = digit2char(x10\_digit(t.HOUR));          time\_disp\_1[9] = digit2char(x1\_digit(t.HOUR));          time\_disp\_1[11] = digit2char(x10\_digit(t.MINUTE));          time\_disp\_1[12] = digit2char(x1\_digit(t.MINUTE));          time\_disp\_1[14] = digit2char(x10\_digit(t.SECOND));          time\_disp\_1[15] = digit2char(x1\_digit(t.SECOND));          LCD\_Simple\_Set\_Text\_1(time\_disp\_1, 16, 0, 0);      }      if(SEL & \_2nd\_bit\_mask){          time\_disp\_2[8] = digit2char(x10\_digit(t.DATE));          time\_disp\_2[9] = digit2char(x1\_digit(t.DATE));          time\_disp\_2[11] = digit2char(x10\_digit(t.MONTH));          time\_disp\_2[12] = digit2char(x1\_digit(t.MONTH));          time\_disp\_2[14] = digit2char(x10\_digit(t.YEAR));          time\_disp\_2[15] = digit2char(x1\_digit(t.YEAR));          LCD\_Simple\_Set\_Text\_1(time\_disp\_2, 16, 1, 0);      }  }  uint8 YES\_NO(){      uint8 ans = 0;      LCD\_Simple\_Set\_Text\_2("CONFIRM?[YES/NO]", 0, 0, 0);      while(0x1){          if(ans)              LCD\_Simple\_Set\_Text\_1("> YES", 0, 1, 0);          else              LCD\_Simple\_Set\_Text\_1("> NO ", 0, 1, 0);          // delay\_ms(1000);          switch (read\_extracted\_frame()) {              case PREV: ans=(ans+1)%2; break;              case NEXT: ans=(ans+1)%2; break;              case PLAY\_PAUSE: return ans;              case MODE:  return 0;              case ON\_OFF:  return 0;          }      }      return 0;  }  uint8 Setup\_Device(){      /\*      Map of return value:      MSB           4  3  2  1  0  LSB          [x][x][x][x][x][x][x][x]                    |  |  |  ^~~~~                    |  |  |  Control mode (USER/LIGHT/TIMER\_1/TIMER\_2)                    |  |  ^~                    |  |  Invert trigger                    |  ^~                    |  Pre-set dev-state (ON/OFF)                    ^~                    Skip pre-set dev-state      \*/      uint8 pos = 0, res = 0;      uint32 rm\_code;      LCD\_Simple\_Set\_Text\_2("Setup device:", 0, 0, 0);      while(0x1){          rm\_code = read\_extracted\_frame();          if(rm\_code == MODE) return 0x8F;;          if(rm\_code == PLAY\_PAUSE) break;          if(rm\_code == NEXT) pos=(pos+1)%4;          if(rm\_code == PREV) pos=(pos+3)%4;          ble\_rcv\_size = 0;          switch (pos) {              case 0:                  LCD\_Simple\_Set\_Text\_1("> MODE: USER   ", 0, 1, 0);                  break;              case 1:                  LCD\_Simple\_Set\_Text\_1("> MODE: LIGHT  ", 0, 1, 0);                  break;              case 2:                  LCD\_Simple\_Set\_Text\_1("> MODE: TIMER\_1", 0, 1, 0);                  break;              case 3:                  LCD\_Simple\_Set\_Text\_1("> MODE: TIMER\_2", 0, 1, 0);                  break;          }      }      res = pos;      pos=1;      if(res)          while(0x1){              rm\_code = read\_extracted\_frame();              if(rm\_code == MODE) return 0x8F;;              if(rm\_code == PLAY\_PAUSE) break;              if(rm\_code == NEXT) pos=(pos+1)%2;              if(rm\_code == PREV) pos=(pos+1)%2;              ble\_rcv\_size = 0;              switch (pos) {                  case 0:                      LCD\_Simple\_Set\_Text\_1("> TRIG: NON-INV ", 0, 1, 0);                      break;                  case 1:                      LCD\_Simple\_Set\_Text\_1("> TRIG: INVERTED", 0, 1, 0);                      break;              }          }      res |= (pos<<2);      pos=2;      while(0x1){          rm\_code = read\_extracted\_frame();          if(rm\_code == MODE) return 0x8F;;          if(rm\_code == PLAY\_PAUSE) break;          if(rm\_code == NEXT) pos=(pos+1)%3;          if(rm\_code == PREV) pos=(pos+2)%3;          ble\_rcv\_size = 0;          switch (pos) {              case 0:                  LCD\_Simple\_Set\_Text\_1("> STATE: ON     ", 0, 1, 0);                  break;              case 1:                  LCD\_Simple\_Set\_Text\_1("> STATE: OFF    ", 0, 1, 0);                  break;              case 2:                  LCD\_Simple\_Set\_Text\_1("> STATE: SKIP   ", 0, 1, 0);                  break;          }      }      res |= (pos<<3);      return res;  }  uint8 Setup\_Time(TIME\* t){      TIME temp;      uint8 pos = 0;      uint8 found\_pos = 0;      uint32 REMOTE\_CODE = 0;      DS1302\_Read\_Time(&temp, 0x3F);      while(0x1){          // Direct          REMOTE\_CODE = read\_extracted\_frame();          if(REMOTE\_CODE == PLAY\_PAUSE) break;          elif(REMOTE\_CODE == MODE) return 0;          elif(REMOTE\_CODE == NEXT) pos = (pos+1)%6;          elif(REMOTE\_CODE == PREV)  pos = (pos-1+6)%6;          switch (pos) {              case 0:                  temp.SECOND = (temp.SECOND+CODE2NUM(REMOTE\_CODE)+found\_pos)%60;                  break;              case 1:                  temp.MINUTE = (temp.MINUTE+CODE2NUM(REMOTE\_CODE)+found\_pos)%60;                  break;              case 2:                  temp.HOUR = (temp.HOUR+CODE2NUM(REMOTE\_CODE)+found\_pos)%24;                  break;              case 3:                  temp.DATE = (temp.DATE+CODE2NUM(REMOTE\_CODE)+found\_pos)%31;                  break;              case 4:                  temp.MONTH = (temp.MONTH+CODE2NUM(REMOTE\_CODE)+found\_pos)%12;                  break;              case 5:                  temp.YEAR = (temp.YEAR+CODE2NUM(REMOTE\_CODE)+found\_pos)%100;                  break;          }          // Current config pos          (pos==0)?Time\_Data\_Display("SET     ", "SECCOND ", temp, 0x3):          (pos==1)?Time\_Data\_Display("SET     ", "MINUTE  ", temp, 0x3):          (pos==2)?Time\_Data\_Display("SET     ", "HOUR    ", temp, 0x3):          (pos==3)?Time\_Data\_Display("SET     ", "DATE    ", temp, 0x3):          (pos==4)?Time\_Data\_Display("SET     ", "MONTH   ", temp, 0x3):          /\*pos=5\*/Time\_Data\_Display("SET     ", "YEAR    ", temp, 0x3);      }      ble\_rcv\_size = 0;      // UART\_Bytes\_Transmit("\nPLS confirm!\n your config!", 0);      pos = YES\_NO();      if(pos) \*t = temp;      return pos;  }  void Send\_Report\_To\_Smartphone(uint8 bypass){      if(bypass || (HOLD == 0 && sys\_t.SECOND==0)){              UART\_Bytes\_Transmit("\n-------------------------", 0);              UART\_Bytes\_Transmit("\nSystem time:\n", 0);              UART\_Bytes\_Transmit(time\_disp\_1, 0);              UART\_Byte\_Transmit('\n');              UART\_Bytes\_Transmit(time\_disp\_2, 0);              UART\_Bytes\_Transmit("\nSystem status:", 0);              UART\_Bytes\_Transmit("\nDevice 1: ", 0); UART\_Bytes\_Transmit((DEV1)?"OFF":"ON", 0);              UART\_Bytes\_Transmit("\nDevice 2: ", 0); UART\_Bytes\_Transmit((DEV2)?"OFF":"ON", 0);              UART\_Bytes\_Transmit("\nDevice 3: ", 0); UART\_Bytes\_Transmit((DEV3)?"OFF":"ON", 0);              UART\_Bytes\_Transmit("\nDevice 4: ", 0); UART\_Bytes\_Transmit((DEV4)?"OFF":"ON", 0);              UART\_Bytes\_Transmit("\nDevice 5: ", 0); UART\_Bytes\_Transmit((DEV5)?"OFF":"ON", 0);              UART\_Byte\_Transmit('\n');      }      HOLD=(sys\_t.SECOND)?0:HOLD+1;  }  void Fetch\_System\_Time(){      DS1302\_Read\_Time(&sys\_t, 0x3F);  }  void Fetch\_User\_Control(){      if(data\_frame==ON\_OFF){          // USER\_DEV\_CTL = (USER\_DEV\_CTL&0xFE) | ((USER\_DEV\_CTL&\_1st\_bit\_mask)?0:1);          USER\_DEV\_CTL = (USER\_DEV\_CTL)?(0):(0xFF);      }      // \_string\_to\_lower\_case(ble\_rcv\_data, ble\_rcv\_size);      if(ble\_has\_contained("inv1", 4))          ble\_rcv\_size = 0,          USER\_DEV\_CTL = (USER\_DEV\_CTL&0x1)?(USER\_DEV\_CTL&0xFE):(USER\_DEV\_CTL|0x1);      elif(ble\_has\_contained("inv2", 4))          ble\_rcv\_size = 0,          USER\_DEV\_CTL = (USER\_DEV\_CTL&0x2)?(USER\_DEV\_CTL&0xFD):(USER\_DEV\_CTL|0x2);      elif(ble\_has\_contained("inv3", 4))          ble\_rcv\_size = 0,          USER\_DEV\_CTL = (USER\_DEV\_CTL&0x4)?(USER\_DEV\_CTL&0xFB):(USER\_DEV\_CTL|0x4);      elif(ble\_has\_contained("inv4", 4))          ble\_rcv\_size = 0,          USER\_DEV\_CTL = (USER\_DEV\_CTL&0x8)?(USER\_DEV\_CTL&0xF7):(USER\_DEV\_CTL|0x8);      elif(ble\_has\_contained("inv5", 4))          ble\_rcv\_size = 0,          USER\_DEV\_CTL = (USER\_DEV\_CTL&0x10)?(USER\_DEV\_CTL&0xEF):(USER\_DEV\_CTL|0x10);      if(ble\_has\_contained("report", 6)){          ble\_rcv\_size = 0;          Send\_Report\_To\_Smartphone(1);      }  }  void Fetch\_System\_Trigger(){      /\*      SYST\_TRIGGER      MSB  7  6  5  4  3  2  1  0  LSB          [x][x][x][x][x][x][x][x]                          |  |  ^~                          |  |  Trigger from Light-dependent resistor                          |  ^~                          |  Trigger from timer\_1 (exist for a second)                          ^~                          Trigger from timer\_2 (exist for a second)      \*/      Read\_AD\_Data(0xA4);      SYST\_TRIGGER = (SYST\_TRIGGER&0xFE)|((Read\_AD\_Data(0xA4)%1000) > 30);      if(time\_equal\_cmp(sys\_t, timer\_1, 0x3F))          SYST\_TRIGGER |= 0x2;      else          SYST\_TRIGGER &= 0xFD;      if(time\_equal\_cmp(sys\_t, timer\_2, 0x3F))          SYST\_TRIGGER |= 0x4;      else          SYST\_TRIGGER &= 0xFB;  }  uint8 Update\_A\_Device\_State(uint8 dev, uint8 dev\_mask, uint16 clt\_dev\_sel\_mask){      uint8 res = 0x80; //No-changed      if((CTL\_DEV\_SEL&clt\_dev\_sel\_mask) == 0){          res = bool\_casting(USER\_DEV\_CTL&dev\_mask);      }      elif((CTL\_DEV\_SEL&clt\_dev\_sel\_mask) == (0x1<<((dev-1)\*2))){          if(SYST\_TRIGGER&\_1st\_bit\_mask)//DAYLIGHT              res = (SYS\_CTL\_INV&dev\_mask)?1:0;          else              res = (SYS\_CTL\_INV&dev\_mask)?0:1;      }      elif((CTL\_DEV\_SEL&clt\_dev\_sel\_mask) == (0x2<<((dev-1)\*2))){          if((SYST\_TRIGGER&\_2nd\_bit\_mask))//TIMER 1              res = (SYS\_CTL\_INV&dev\_mask)?1:0;      }      elif((CTL\_DEV\_SEL&clt\_dev\_sel\_mask) == (0x3<<((dev-1)\*2))){          if((SYST\_TRIGGER&\_3rd\_bit\_mask))//TIMER 2              res = (SYS\_CTL\_INV&dev\_mask)?1:0;      }      return res;  }  void Update\_Device\_State(){      gp\_reg = Update\_A\_Device\_State(1, \_1st\_bit\_mask, DEV1\_MASK);      DEV1 = (gp\_reg&0x80)?(DEV1):(gp\_reg&0x1);      gp\_reg = Update\_A\_Device\_State(2, \_2nd\_bit\_mask, DEV2\_MASK);      DEV2 = (gp\_reg&0x80)?(DEV2):(gp\_reg&0x1);      gp\_reg = Update\_A\_Device\_State(3, \_3rd\_bit\_mask, DEV3\_MASK);      DEV3 = (gp\_reg&0x80)?(DEV3):(gp\_reg&0x1);      gp\_reg = Update\_A\_Device\_State(4, \_4th\_bit\_mask, DEV4\_MASK);      DEV4 = (gp\_reg&0x80)?(DEV4):(gp\_reg&0x1);      gp\_reg = Update\_A\_Device\_State(5, \_5th\_bit\_mask, DEV5\_MASK);      DEV5 = (gp\_reg&0x80)?(DEV5):(gp\_reg&0x1);  }  void MODE\_RIGHT(){      switch (DISP\_MODE) {          case MODE\_NORMAL: return;          case MODE\_SETUP: return;          case MODE\_SETUP\_TIME: DISP\_MODE = MODE\_SETUP\_DEVICE; return;          case MODE\_SETUP\_DEVICE: DISP\_MODE = MODE\_SETUP\_TIME; return;          case MODE\_SETUP\_DEVICE\_1\_DISP: ++DISP\_MODE; return;          case MODE\_SETUP\_DEVICE\_2\_DISP: ++DISP\_MODE; return;          case MODE\_SETUP\_DEVICE\_3\_DISP: ++DISP\_MODE; return;          case MODE\_SETUP\_DEVICE\_4\_DISP: ++DISP\_MODE; return;          case MODE\_SETUP\_DEVICE\_5\_DISP: DISP\_MODE = MODE\_SETUP\_DEVICE\_1\_DISP; return;          case MODE\_SETUP\_TIME\_SYSTEM\_DISP: ++DISP\_MODE; return;          case MODE\_SETUP\_TIME\_TIMER\_1\_DISP: ++DISP\_MODE; return;          case MODE\_SETUP\_TIME\_TIMER\_2\_DISP: DISP\_MODE = MODE\_SETUP\_TIME\_SYSTEM\_DISP; return;      }  }  void MODE\_LEFT(){      switch (DISP\_MODE) {          case MODE\_NORMAL: return;          case MODE\_SETUP: return;          case MODE\_SETUP\_TIME: DISP\_MODE = MODE\_SETUP\_DEVICE; return;          case MODE\_SETUP\_DEVICE: DISP\_MODE = MODE\_SETUP\_TIME; return;          case MODE\_SETUP\_DEVICE\_1\_DISP: DISP\_MODE = MODE\_SETUP\_DEVICE\_5\_DISP; return;          case MODE\_SETUP\_DEVICE\_2\_DISP: --DISP\_MODE; return;          case MODE\_SETUP\_DEVICE\_3\_DISP: --DISP\_MODE; return;          case MODE\_SETUP\_DEVICE\_4\_DISP: --DISP\_MODE; return;          case MODE\_SETUP\_DEVICE\_5\_DISP: --DISP\_MODE; return;          case MODE\_SETUP\_TIME\_SYSTEM\_DISP: DISP\_MODE = MODE\_SETUP\_TIME\_TIMER\_2\_DISP; return;          case MODE\_SETUP\_TIME\_TIMER\_1\_DISP: --DISP\_MODE; return;          case MODE\_SETUP\_TIME\_TIMER\_2\_DISP: --DISP\_MODE; return;      }  }  void Mode\_Change(){      //uint8 found;      uint32 REMOTE\_CODE = read\_extracted\_frame();      if(REMOTE\_CODE){          switch (REMOTE\_CODE) {              case PLAY\_PAUSE:                  if(DISP\_MODE != MODE\_NORMAL)                      MODE\_DOWN(); break;              case MODE:                  if(DISP\_MODE == MODE\_NORMAL){                      DISP\_MODE = MODE\_SETUP; break;                  } elif(DISP\_MODE == MODE\_SETUP){                      DISP\_MODE = MODE\_NORMAL; break;                  } else{                      MODE\_UP(); break;                  }              case NEXT: MODE\_RIGHT(); break;              case PREV: MODE\_LEFT(); break;          }      }  void Mode\_Process(){      switch (DISP\_MODE) {          case MODE\_NORMAL: Time\_Data\_Display("TIME:   ", "DATE:   ", sys\_t, 0x3); return;          case MODE\_SETUP:              Time\_Data\_Display("TIME:   ", "DATE:   ", sys\_t, 0x1);              // UART\_Bytes\_Transmit("\nSETUP MODE\n", 0);              LCD\_Simple\_Set\_Text\_1("SETUP MODE      ", 0, 1, 0);              return;          case MODE\_SETUP\_TIME:              Time\_Data\_Display("TIME:   ", "DATE:   ", sys\_t, 0x1);              // UART\_Bytes\_Transmit("\nSETUP TIME\n", 0);              LCD\_Simple\_Set\_Text\_1("SETUP TIME      ", 0, 1, 0);              return;          case MODE\_SETUP\_TIME\_SYSTEM\_DISP:              Time\_Data\_Display("TIME:   ", "DATE:   ", sys\_t, 0x1);              // UART\_Bytes\_Transmit("\nSETUP SYSTEM\_TIME\n", 0);              LCD\_Simple\_Set\_Text\_1("SETUP SYS\_TIME  ", 0, 1, 0);              return;          case MODE\_SETUP\_TIME\_SYSTEM\_ACTION:              MODE\_UP();              if(Setup\_Time(&sys\_t)) DS1302\_Write\_Time(&sys\_t, 0x37);              return;          case MODE\_SETUP\_TIME\_TIMER\_1\_DISP:              Time\_Data\_Display("TIME:   ", "DATE:   ", sys\_t, 0x1);              // UART\_Bytes\_Transmit("\nSETUP TIMER\_1\n", 0);              LCD\_Simple\_Set\_Text\_1("SETUP TIMER\_1   ", 0, 1, 0);              return;          case MODE\_SETUP\_TIME\_TIMER\_1\_ACTION:              MODE\_UP();              Setup\_Time(&timer\_1);              return;          case MODE\_SETUP\_TIME\_TIMER\_2\_DISP:              Time\_Data\_Display("TIME:   ", "DATE:   ", sys\_t, 0x1);              // UART\_Bytes\_Transmit("\nSETUP TIMER\_2\n", 0);              LCD\_Simple\_Set\_Text\_1("SETUP TIMER\_2   ", 0, 1, 0);              return;          case MODE\_SETUP\_TIME\_TIMER\_2\_ACTION:              MODE\_UP();              Setup\_Time(&timer\_2);              return;          case MODE\_SETUP\_DEVICE:              Time\_Data\_Display("TIME:   ", "DATE:   ", sys\_t, 0x1);              // UART\_Bytes\_Transmit("\nSETUP DEVICE\n", 0);              LCD\_Simple\_Set\_Text\_1("SETUP DEVICE    ", 0, 1, 0);              return;          case MODE\_SETUP\_DEVICE\_1\_DISP:              Time\_Data\_Display("TIME:   ", "DATE:   ", sys\_t, 0x1);              // UART\_Bytes\_Transmit("\nSETUP DEVICE 1\n", 0);              LCD\_Simple\_Set\_Text\_1("SETUP  DEVICE 1 ", 0, 1, 0);              return;          case MODE\_SETUP\_DEVICE\_1\_ACTION:              //Call set up function!              MODE\_UP();              gp\_reg = Setup\_Device();              if(gp\_reg&0x80) return;              CTL\_DEV\_SEL = (CTL\_DEV\_SEL&0xFFFC) | (gp\_reg&0x3);              SYS\_CTL\_INV = (SYS\_CTL\_INV&0xFE) | ((gp\_reg>>2)&0x1);              if(gp\_reg&0x10) return; //not set dev-state              USER\_DEV\_CTL = (USER\_DEV\_CTL&0xFE) | ((gp\_reg>>3)&0x1);              return;          case MODE\_SETUP\_DEVICE\_2\_DISP:              Time\_Data\_Display("TIME:   ", "DATE:   ", sys\_t, 0x1);              // UART\_Bytes\_Transmit("\nSETUP DEVICE 2\n", 0);              LCD\_Simple\_Set\_Text\_1("SETUP  DEVICE 2 ", 0, 1, 0);              return;          case MODE\_SETUP\_DEVICE\_2\_ACTION:              //Call set up function!              MODE\_UP();              gp\_reg = Setup\_Device();              if(gp\_reg&0x80) return;              CTL\_DEV\_SEL = (CTL\_DEV\_SEL&0xFFF3) | ((gp\_reg&0x3)<<2);              SYS\_CTL\_INV = (SYS\_CTL\_INV&0xFD) | ((gp\_reg>>1)&0x2);              if(gp\_reg&0x10) return; //not set dev-state              USER\_DEV\_CTL = (USER\_DEV\_CTL&0xFD) | ((gp\_reg>>2)&0x2);              return;          case MODE\_SETUP\_DEVICE\_3\_DISP:              Time\_Data\_Display("TIME:   ", "DATE:   ", sys\_t, 0x1);              // UART\_Bytes\_Transmit("\nSETUP DEVICE 3\n", 0);              LCD\_Simple\_Set\_Text\_1("SETUP  DEVICE 3 ", 0, 1, 0);              return;          case MODE\_SETUP\_DEVICE\_3\_ACTION:              MODE\_UP();              gp\_reg = Setup\_Device();              if(gp\_reg&0x80) return;              CTL\_DEV\_SEL = (CTL\_DEV\_SEL&0xFFCF) | ((gp\_reg&0x3)<<4);              SYS\_CTL\_INV = (SYS\_CTL\_INV&0xFB) | ((gp\_reg)&0x4);              if(gp\_reg&0x10) return; //not set dev-state              USER\_DEV\_CTL = (USER\_DEV\_CTL&0xFB) | ((gp\_reg>>1)&0x4);              return;          case MODE\_SETUP\_DEVICE\_4\_DISP:              Time\_Data\_Display("TIME:   ", "DATE:   ", sys\_t, 0x1);              // UART\_Bytes\_Transmit("\nSETUP DEVICE 4\n", 0);              LCD\_Simple\_Set\_Text\_1("SETUP  DEVICE 4 ", 0, 1, 0);              return;          case MODE\_SETUP\_DEVICE\_4\_ACTION:              MODE\_UP();              gp\_reg = Setup\_Device();              if(gp\_reg&0x80) return;              CTL\_DEV\_SEL = (CTL\_DEV\_SEL&0xFF3F) | ((gp\_reg&0x3)<<6);              SYS\_CTL\_INV = (SYS\_CTL\_INV&0xF7) | ((gp\_reg<<1)&0x8);              if(gp\_reg&0x10) return; //not set dev-state              USER\_DEV\_CTL = (USER\_DEV\_CTL&0xF7) | ((gp\_reg)&0x8);              return;          case MODE\_SETUP\_DEVICE\_5\_DISP:              Time\_Data\_Display("TIME:   ", "DATE:   ", sys\_t, 0x1);              // UART\_Bytes\_Transmit("\nSETUP DEVICE 5\n", 0);              LCD\_Simple\_Set\_Text\_1("SETUP  DEVICE 5 ", 0, 1, 0);              return;          case MODE\_SETUP\_DEVICE\_5\_ACTION:              MODE\_UP();              gp\_reg = Setup\_Device();              if(gp\_reg&0x80) return;              CTL\_DEV\_SEL = (CTL\_DEV\_SEL&0xFCFF) | ((gp\_reg&0x3)<<8);              SYS\_CTL\_INV = (SYS\_CTL\_INV&0xEF) | ((gp\_reg<<2)&0x10);              if(gp\_reg&0x10) return; //not set dev-state              USER\_DEV\_CTL = (USER\_DEV\_CTL&0xEF) | ((gp\_reg<<1)&0x10);              return;          default:              UART\_Bytes\_Transmit("\nSYSTEM FAULT!!!\nPLS PRESS RESET!!!\n", 0);              LCD\_Simple\_Set\_Text\_2("Wrong MODE...", 0, 0, 0);              LCD\_Simple\_Set\_Text\_1("PLS press RESET", 0, 1, 0);      }  }  void Hello(){      UART\_Bytes\_Transmit("\nHello!\nFrom ngxx.fus!\n", 0);      LCD\_Simple\_Set\_Text\_2("Hello!",0, 0, 0);      LCD\_Simple\_Set\_Text\_1("From NGXXFUS :>",0, 1, 0);      delay\_ms(2000);  }  void Main\_Initial(){      LCD\_Initial();      DS1302\_Initial();      IR\_Reading\_Initial();      Bluetooth\_UART\_Initial();      SPI\_Initial();      //--------------//      Hello();      //--------------//      DS1302\_Write\_Time(&sys\_t, 0x7F);      //--------------//      CTL\_DEV\_SEL=0x0E4;      SYS\_CTL\_INV=0x2;      USER\_DEV\_CTL=0x0;  } |

## main.c

|  |  |
| --- | --- |
| main.c | #include "main.h"  int main(void){      Main\_Initial();      while(0x1){          Fetch\_System\_Time();          Send\_Report\_To\_Smartphone(0);          Fetch\_User\_Control();          Fetch\_System\_Trigger();          Update\_Device\_State();          Mode\_Change();          Mode\_Process();          // delay\_ms(300);      }      return 0;  } |

-- HẾT --